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Національний університет “Львівська політехніка”
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Анотація

Цей курсовий проект приводить до розробки транслятора, який здатен конвертувати вхідну мову, визначену відповідно до варіанту, у мову C. Процес трансляції включає в себе лексичний аналіз, синтаксичний аналіз та генерацію коду.

Лексичний аналіз розбиває вхідну послідовність символів на лексеми, які записуються у відповідну таблицю лексем. Кожній лексемі присвоюється числове значення для полегшення порівнянь, а також зберігається додаткова інформація, така як номер рядка, значення (якщо тип лексеми є числом) та інші деталі.

Синтаксичний аналіз: використовується висхідний метод аналізу без повернення. Призначений для побудови дерева розбору, послідовно рухаючись від листків вгору до кореня дерева розбору.

Генерація коду включає повторне прочитання таблиці лексем та створення відповідного коду на мові С для кожного блоку лексем. Отриманий код записується у результуючий файл, готовий для виконання.

Зміст

[Анотація 2](#_Toc188889046)

[Завдання до курсового проекту 4](#_Toc188889047)

[Вступ 6](#_Toc188889048)

[1. Огляд методів та способів проектування трансляторів 7](#_Toc188889049)

[2. Формальний опис вхідної мови програмування 10](#_Toc188889050)

[2.1. Деталізований опис вхідної мови в термінах розширеної нотації Бекуса-Наура 10](#_Toc188889051)

[2.2. Опис термінальних символів та ключових слів 12](#_Toc188889052)

[3. Розробка транслятора вхідної мови програмування 14](#_Toc188889053)

[3.1. Вибір технології програмування 14](#_Toc188889054)

[3.2. Проектування таблиць транслятора 15](#_Toc188889055)

[3.3. Розробка лексичного аналізатора 17](#_Toc188889056)

[3.3.1. Розробка блок-схеми алгоритму 19](#_Toc188889057)

[3.3.2. Опис програми реалізації лексичного аналізатора 19](#_Toc188889058)

[3.4. Розробка синтаксичного та семантичного аналізатора 21](#_Toc188889059)

[3.4.1. Опис програми реалізації синтаксичного та семантичного аналізатора 22](#_Toc188889060)

[3.4.2. Опис програми реалізації семантичного аналізатора 24](#_Toc188889061)

[3.4.3. Розробка блок-схеми роботи синтаксичного аналізатора 26](#_Toc188889062)

[3.5. Розробка генератора коду 27](#_Toc188889063)

[3.5.1. Розробка граф-схеми алгоритму 28](#_Toc188889064)

[3.5.2. Опис програми реалізації генератора коду 29](#_Toc188889065)

[4. Опис програми 30](#_Toc188889066)

[4.1. Опис інтерфейсу та інструкція користувачеві 33](#_Toc188889067)

[5. Відлагодження та тестування програми 34](#_Toc188889068)

[5.1. Виявлення лексичних та синтаксичних помилок 34](#_Toc188889069)

[5.2. Виявлення семантичних помилок 35](#_Toc188889070)

[5.3. Загальна перевірка коректності роботи транслятора 35](#_Toc188889071)

[5.4. Тестова програма №1 37](#_Toc188889072)

[5.5. Тестова програма №2 38](#_Toc188889073)

[5.6. Тестова програма №3 39](#_Toc188889074)

[6. Верифікація 41](#_Toc188889075)

[Висновки 42](#_Toc188889076)

[Список використаної літератури 43](#_Toc188889077)

[Додатки 44](#_Toc188889078)

Завдання до курсового проекту

**Варіант 9**

Завдання на курсовий проект

1. Цільова мова транслятора – мова програмування С.

2. Для отримання виконавчого файлу на виході розробленого транслятора скористатися середовищем Microsoft Visual Studio або будь-яким іншим.

3. Мова розробки транслятора: C++.

4. Реалізувати оболонку або інтерфейс з командного рядка.

5. На вхід розробленого транслятора має подаватися текстовий файл, написаний на заданій мові програмування.

6. На виході розробленого транслятора мають створюватись такі файли:

* *файл з лексемами;*
* *файл з повідомленнями про помилки (або про їх відсутність);*
* *файл на мові C;*
* *об’єктний файл;*
* *виконавчий файл.*

7. Назва вхідної мови програмування утворюється від першої букви у прізвищі студента та останніх двох цифр номера його варіанту. Саме таке розширення повинні мати текстові файли, написані на цій мові програмування.

В моєму випадку це .k09

Опис вхідної мови програмування:

* Тип даних: longint
* Блок тіла програми: startprogram startblok variable…; endblok
* Оператор вводу: read ()
* Оператор виводу: write ()
* Оператори: if else (C)

goto (C)

for-to-do (Паскаль)

for-downto-do (Паскаль)

while (Бейсік)

repeat-until (Паскаль)

* Регістр ключових слів: Low
* Регістр ідентифікаторів: Low16
* Операції арифметичні: add, sub, \*, /, %
* Операції порівняння: ==, <>, >>, <<
* Операції логічні: !, &, |
* Коментар: //...
* Ідентифікатори змінних, числові константи
* Оператор присвоєння: <==

Вступ

Термін "транслятор" визначає програму, яка виконує переклад (трансляцію) початкової програми, написаної на вхідній мові, у еквівалентну їй об'єктну програму. У випадку, коли мова високого рівня є вхідною, а мова асемблера або машинна – вихідною, такий транслятор отримує назву компілятора.

Транслятори можуть бути розділені на два основних типи: компілятори та інтерпретатори. Процес компіляції включає дві основні фази: аналіз та синтез. Під час аналізу вхідну програму розбивають на окремі елементи (лексеми), перевіряють її відповідність граматичним правилам і створюють проміжне представлення програми. На етапі синтезу з проміжного представлення формується програма в машинних кодах, яку називають об'єктною програмою. Останню можна виконати на комп'ютері без додаткової трансляції.

У відміну від компіляторів, інтерпретатор не створює нову програму; він лише виконує – інтерпретує – кожну інструкцію вхідної мови програмування. Подібно компілятору, інтерпретатор аналізує вхідну програму, створює проміжне представлення, але не формує об'єктну програму, а негайно виконує команди, передбачені вхідною програмою.

Компілятор виконує переклад програми з однієї мови програмування в іншу. На вхід компілятора надходить ланцюг символів, який представляє вхідну програму на певній мові програмування. На виході компілятора (об'єктна програма) також представляє собою ланцюг символів, що вже відповідає іншій мові програмування, наприклад, машинній мові конкретного комп'ютера. При цьому сам компілятор може бути написаний на третій мові.

1. Огляд методів та способів проектування трансляторів

Термін "транслятор" визначає обслуговуючу програму, що проводить трансляцію вихідної програми, представленої на вхідній мові програмування, у робочу програму, яка відображена на іншій цільовій мові програмування, такій як C. Наведене визначення застосовне до різноманітних транслюючих програм. Однак кожна з таких програм може виявляти свої особливості в організації процесу трансляції. В сучасному контексті транслятори поділяються на три основні групи: асемблери, компілятори та інтерпретатори.

Компілятор - обслуговуюча програма, яка виконує трансляцію програми, написаної мовою оригіналу програмування, в іншу мову, наприклад, мову C. Схоже до асемблера, компілятор виконує перетворення програми з однієї мови в іншу, часто генеруючи код, який може бути виконаний іншими компіляторами.

Інтерпретатор - це програма чи пристрій, що виконує пооператорну трансляцію та виконання вихідної програми. Відмінно від компілятора, інтерпретатор не створює на виході нову програму мовою C. Розпізнавши команду вихідної мови, він негайно її виконує, забезпечуючи більшу гнучкість у процесі розробки та налагодження програм.

Процес трансляції включає фази лексичного аналізу, синтаксичного та семантичного аналізу, оптимізації коду та генерації коду. Лексичний аналіз розбиває вхідну програму на лексеми, що представляють слова відповідно до визначень мови. Синтаксичний аналіз визначає структуру програми, створюючи синтаксичне дерево. Семантичний аналіз виявляє залежності між частинами програми, недосяжні контекстно-вільним синтаксисом. Оптимізація коду та генерація коду спрямовані на створення коду мовою C, з урахуванням ефективності його виконання.

Зазначені фази можуть об'єднуватися або відсутні у трансляторах залежно від їхньої реалізації. Наприклад, у простих однопрохідних трансляторах може бути відсутня фаза генерації проміжного представлення та оптимізації, а інші фази можуть об'єднуватися.

Під час процесу виділення лексем лексичний аналізатор може виконувати дві основні функції: автоматичну побудову таблиць об'єктів (таких як ідентифікатори, рядки, числа тощо) і видачу значень для кожної лексеми при кожному новому зверненні до нього. У цьому контексті таблиці об'єктів формуються в подальших етапах, наприклад, під час синтаксичного аналізу.

На етапі лексичного аналізу виявляються деякі прості помилки, такі як неприпустимі символи або невірний формат чисел та ідентифікаторів.

Основним завданням синтаксичного аналізу є розбір структури програми. Зазвичай під структурою розуміється дерево, яке відповідає розбору в контекстно-вільній граматиці мови програмування. У сучасній практиці найчастіше використовуються методи аналізу, такі як LL(1) або LR(1) та їхні варіанти (рекурсивний спуск для LL(1) або LR(1), LR(0), SLR(1), LALR(1) та інші для LR(1)). Рекурсивний спуск застосовується частіше при ручному програмуванні синтаксичного аналізатора, тоді як LR(1) використовується при автоматичній генерації синтаксичних аналізаторів.

Результатом синтаксичного аналізу є синтаксичне дерево з посиланнями на таблиці об'єктів. Під час синтаксичного аналізу також виявляються помилки, пов'язані зі структурою програми.

На етапі контекстного аналізу виявляються взаємозалежності між різними частинами програми, які не можуть бути адекватно описані за допомогою контекстно-вільної граматики. Ці взаємозалежності, зокрема, включають аналіз типів об'єктів, областей видимості, відповідності параметрів, міток та інших аспектів "опис-використання". У ході контекстного аналізу таблиці об'єктів доповнюються інформацією, пов'язаною з описами (властивостями) об'єктів.

В основі контекстного аналізу лежить апарат атрибутних граматик. Результатом цього аналізу є створення атрибутованого дерева програми, де інформація про об'єкти може бути розсіяна в самому дереві чи сконцентрована в окремих таблицях об'єктів. Під час контекстного аналізу також можуть бути виявлені помилки, пов'язані з неправильним використанням об'єктів.

Після завершення контекстного аналізу програма може бути перетворена у внутрішнє представлення. Це здійснюється з метою оптимізації та/або для полегшення генерації коду мовою C. Крім того, перетворення програми у внутрішнє представлення може бути використано для створення переносимого транслятора. У цьому випадку, тільки остання фаза (генерація коду) є залежною від конкретної архітектури. В якості внутрішнього представлення може використовуватися орієнтований граф, трійки, четвірки та інші формати.

Фаза оптимізації транслятора може включати декілька етапів, які спрямовані на покращення якості та ефективності згенерованого коду. Ці оптимізації часто розподіляються за двома головними критеріями: машинно-залежні та машинно-незалежні, а також локальні та глобальні.

Машинно-незалежні оптимізації орієнтовані на спрощення коду або видалення надлишкових обчислень, тоді як машинно-залежні оптимізації проводяться на етапі генерації коду.

Фінальна фаза трансляції - генерація коду мовою C. На цьому етапі можуть застосовуватися деякі локальні оптимізації для полегшення генерації ефективного та читабельного коду.

Важливо відзначити, що фази транслятора можуть бути відсутніми або об'єднаними залежно від конкретної реалізації. У простіших випадках, таких як однопрохідні транслятори, може бути відсутній окремий етап генерації проміжного представлення та оптимізації, а інші фази можуть бути об'єднані в одну, без створення явно побудованого синтаксичного дерева.

1. Формальний опис вхідної мови програмування
   1. Деталізований опис вхідної мови в термінах розширеної нотації Бекуса-Наура

Однією з перших задач, що виникають при побудові компілятора, є визначення вхідної мови програмування. Для цього використовують різні способи формального опису, серед яких я застосував розширену нотацію Бекуса-Наура (extended Backus/Naur Form - EBNF).

topRule = "**startprogram**", "**startblok**", varsBlok, ";", operators, "**endblok**";

varsBlok = "**variable**", "**longint**", identifier, { commaAndIdentifier };

identifier = low\_letter, low\_letter, low\_letter, low\_letter, low\_letter, low\_letter, low\_letter, low\_letter, low\_letter, low\_letter, low\_letter, low\_letter, low\_letter, low\_letter, low\_letter, low\_letter ;

commaAndIdentifier = ",", identifier;

statement = write | read | assignment | ifStatement | goto\_statement | labelRule | forToOrDownToDoRule | while | repeatUntil;

statement\_for\_while = {statement | whileContinue | whileExit};

statements\_for\_while = {statement\_for\_while};

statements = {statement};

read = "**read**", identifier;

write = "**write**", equation | stringRule;

assignment = identifier, "**<==**", equation;

cycle\_counter = identifier;

cycle\_counter\_last\_value = equation;

ifStatement = "**if**", "(", equation, ")", statements\_for\_while , “;”, ["**else**", statements\_for\_while, “;”];

goto\_statement = "**goto**", ident ;

labelRule = identifier, ":";

forToOrDownToDoRule = "**for**", cycle\_counter, "**<==**", equation , "**to**" | "**downto**", cycle\_counter\_last\_value, "**do",** statement, “;” ;

while = "**while**", equation , statements\_for\_while, "**end**", "**while**";

whileContinue = "**continue**", "**while**";

whileExit = "**exit**", "**while**";

repeatUntil = "**repeat**", statements, "**until**", equation;

equation = signedNumber | identifier | notRule { operationAndIdentOrNumber | equation };

notRule = notOperation, signedNumber | identifier | equation;

operationAndIdentOrNumber = mult | arithmetic | logic | compare signedNumber | identifier | equation;

arithmetic = "**add**" | "**sub**";

mult = "**\***" | "**/**" | "**%**";

logic = "**&**" | "**|**";

notOperation = "**!**";

compare = "**==**" | "**<>**" | "**<<**" | "**>>**";

signedNumber = [ sign ], ( nonzerodigit, {digit} | "0" );

sign = "+" | "-";

low\_letter = "a" | "b" | "c" | "d" | "e" | "f" | "g" | "h" | "i" | "j" | "k" | "l" | "m" | "n" | "o" | "p" | "q" | "r" | "s" | "t" | "u" | "v" | "w" | "x" | "y" | "z";

up\_letter = "A" | "B" | "C" | "D" | "E" | "F" | "G" | "H" | "I" | "J" | "K" | "L" | "M" | "N" | "O" | "P" | "Q" | "R" | "S" | "T" | "U" | "V" | "W" | "X" | "Y" | "Z";

digit = "0" | nonzerodigit;

nonzerodigit = "1" | "2" | "3" | "4" | "5" | "6" | "7" | "8" | "9";

* 1. Опис термінальних символів та ключових слів

Визначимо окремі термінальні символи та нерозривні набори термінальних символів (ключові слова):

|  |  |
| --- | --- |
| Термінальний символ або ключове слово | Значення |
| startprogram | Початок програми |
| startblok | Початок тексту програми |
| variable | Початок блоку опису змінних |
| endblok | Кінець розділу операторів |
| read | Оператор вводу змінних |
| write | Оператор виводу (змінних або рядкових констант) |
| <== | Оператор присвоєння |
| if | Оператор умови |
| else | Оператор умови |
| goto | Оператор переходу |
| label | Мітка переходу |
| for | Оператор циклу |
| to | Інкремент циклу |
| downto | Декремент циклу |
| do | Початок тіла циклу |
| while | Оператор циклу |
| continue | Оператор циклу |
| exit | Оператор циклу |
| repeat | Початок тіла циклу |
| until | Оператор циклу |
| add | Оператор додавання |
| sub | Оператор віднімання |
| \* | Оператор множення |
| / | Оператор ділення |
| % | Оператор знаходження залишку від ділення |
| == | Оператор перевірки на рівність |
| <> | Оператор перевірки на нерівність |
| << | Оператор перевірки чи менше |
| >> | Оператор перевірки чи більше |
| ! | Оператор логічного заперечення |
| & | Оператор кон’юнкції |
| | | Оператор диз’юнкції |
| longint | 32‑ох розрядні знакові цілі |
| ##… | Коментар |
| , | Розділювач |
| ( | Відкриваюча дужка |
| ) | Закриваюча дужка |

До термінальних символів віднесемо також усі цифри (0-9), латинські букви (a-z, A-Z), символи табуляції, символ переходу на нову стрічку, пробілу.

1. Розробка транслятора вхідної мови програмування
   1. Вибір технології програмування

Для ефективної роботи створюваної програми важливу роль відіграє попереднє складення алгоритму роботи програми, алгоритму написання програми і вибір технології програмування.

Тому при складанні транслятора треба брати до уваги швидкість компіляції, якість об’єктної програми. Проект повинен давати можливість просто вносити зміни.

В реалізації мов високого рівня часто використовується специфічний тільки для компіляції засіб “розкрутки”. З кожним транслятором завжди зв`язані три мови програмування: Х – початкова, Y – об`єктна та Z – інструментальна. Транслятор перекладає програми мовою Х в програми, складені мовою Y, при цьому сам транслятор є програмою написаною мовою Z.

При розробці даного курсового проекту був використаний висхідний метод синтаксичного аналізу.

Також був обраний прямий метод лексичного аналізу. Характерною ознакою цього методу є те, що його реалізація відбувається без повернення назад. Його можна сприймати, як один спільний скінченний автомат. Такий автомат на кожному кроці читає один вхідний символ і переходить у наступний стан, що наближає його до розпізнавання поточної лексеми чи формування інформації про помилки. Для лексем, що мають однакові підланцюжки, автомат має спільні фрагменти, що реалізують єдину множину станів. Частини, що відрізняються, реалізуються своїми фрагментами

* 1. Проектування таблиць транслятора

Використання таблиць значно полегшує створення трансляторів, тому у даному випадку використовуються наступне:

1. Таблиця лексем з елементами, які мають таку структуру:

struct Token

{

char name[16]; // ім'я лексеми

int value; // значення лексеми (для цілих констант)

int line; // номер рядка

TypeOfTokens type; // тип лексеми

};

1. Таблиця лексичних класів

enum TypeOfTokens

{

Mainprogram,

StartProgram,

Variable,

Type,

EndProgram,

Input,

Output,

If,

Else,

Goto,

Label,

For,

To,

DownTo,

Do,

While,

Exit,

Continue,

End,

Repeat,

Until,

Identifier,

Number,

Assign,

Add,

Sub,

Mul,

Div,

Mod,

Equality,

NotEquality,

Greate,

Less,

Not,

And,

Or,

LBraket,

RBraket,

Semicolon,

Colon,

Comma,

Unknown

};

Якщо у стовпці «Значення» відсутня інформація про токен, то це означає що його значення визначається користувачем під час написання коду на створеній мові програмування.

Таблиця 2 Опис термінальних символі та ключових слів

|  |  |
| --- | --- |
| **Токен** | **Значення** |
| Program | startprogram |
| Start | startblok |
| Vars | variable |
| End | endblok |
| VarType | longint |
| Read | read |
| Write | write |
| Assignment | <== |
| If | if |
| Else | else |
| Goto | goto |
| Colon | : |
| Label |  |
| For | for |
| To | to |
| DownTo | downto |
| Do | do |
| While | while |
| Continue | continue |
| Exit | exit |
| Repeat | repeat |
| Until | until |
| Addition | add |
| Subtraction | sub |
| Multiplication | \* |
| Division | / |
| Mod | % |
| Equal | == |
| NotEqual | <> |
| Less | << |
| Greate | >> |
| Not | ! |
| And | & |
| Or | | |
| Identifier |  |
| Number |  |
| Unknown |  |
| Comma | , |
| Semicolon | ; |
| LBraket | ( |
| RBraket | ) |
| LComment | ## |
| Comment |  |

* 1. Розробка лексичного аналізатора

На фазі лексичного аналізу вхідна програма, що представляє собою потік літер, розбивається на лексеми - слова у відповідності з визначеннями мови. Лексичний аналізатор може працювати в двох основних режимах: або як підпрограма, що викликається синтаксичним аналізатором для отримання чергової лексеми, або як повний прохід, результатом якого є файл лексем.

Для нашої програми виберемо другий варіант. Тобто, спочатку буде виконуватись фаза лексичного аналізу. Результатом цієї фази буде файл з списком лексем. Але лексеми записуються у файл не як послідовність символів. Кожній лексемі присвоюється певний символ, тип, значення та рядок. Ці дані далі записуються у файл. Такий підхід дозволяє спростити роботу синтаксичного аналізатора.

Також на етапі лексичного аналізу виявляються деякі (найпростіші) помилки (неприпустимі символи, неправильний запис чисел, ідентифікаторів та ін.)

На вхід лексичного аналізатора надходить текст вихідної програми, а вихідна інформація передається для подальшої обробки компілятором на етапі синтаксичного аналізу.

Існує кілька причин, з яких до складу практично всіх компіляторів включають лексичний аналіз:

* застосування лексичного аналізатора спрощує роботу з текстом вихідної програми на етапі синтаксичного розбору;
* для виділення в тексті та розбору лексем можливо застосовувати просту, ефективну і теоретично добре пророблену техніку аналізу;
  + 1. Розробка блок-схеми алгоритму

На даному рисунку зображена блок-схема роботи лексичного аналізатора, детальний опис аналізатора розписаний у пункті 3.3.2

![](data:image/png;base64,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)

Рис. 3.1 Блок-схема роботи лексичного аналізатора

* + 1. Опис програми реалізації лексичного аналізатора

Основна задача лексичного аналізу – розбити вихідний текст, що складається з послідовності одиночних символів, на послідовність слів, або лексем, тобто виділити ці слова з безперервної послідовності символів. Всі символи вхідної послідовності з цієї точки зору розділяються на символи, що належать яким-небудь лексемам, і символи, що розділяють лексеми. В цьому випадку використовуються звичайні засоби обробки рядків. Вхiдна програма проглядається послідовно з початку до кінця. Базовi елементи, або лексичнi одиницi, роздiляються пробілами, знаками операцiй i спецiальними символами (новий рядок, знак табуляції), i таким чином видiляються та розпізнаються iдентифiкатори, лiтерали i термiнальнi символи (операцiї, ключові слова).

Програма аналізує файл поки не досягне його кінця. Для вхідного файлу викликається функція Parser (). Вона зчитує з файлу його вміст та кожну лексему порівнює з зарезервованою словами якщо є співпадіння то присвоює лексемі відповідний тип або значення, якщо це числова константа.

При виділенні лексеми вона розпізнається та записується у таблиця за допомогою відповідного типу лексеми, що є унікальним для кожної лексеми із усього можливого їх набору. Це дає можливість наступним фазам компiляції звертатись до лексеми не як до послідовності символів, а як до унікального типу лексеми, що значно спрощує роботу синтаксичного аналізатора: легко перевіряти належність лексеми до відповідної синтаксичної конструкції та є можливість легкого перегляду програми, як вгору, так і вниз, від поточної позиції аналізу. Також в таблиці лексем ведуться записи, щодо рядка відповідної лексеми – для місця помилки – та додаткова інформація.

При лексичному аналiзі виявляються i вiдзначаються лексичнi помилки (наприклад, недопустимi символи i неправильнi iдентифiкатори). Лексична фаза вiдкидає також коментарi, оскiльки вони не мають нiякого впливу на виконання програми, отже й на синтаксичний розбір та генерацію коду.

В даному курсовому проекті реалізовано прямий лексичний аналізатор, який виділяє з вхідного тексту програми окремі лексеми і на основі цього формує таблицю.

* 1. Розробка синтаксичного та семантичного аналізатора

Синтаксичний аналізатор - частина компілятора, яка відповідає за виявлення основних синтаксичних конструкцій вхідної мови. У завдання синтаксичного аналізатора входить: знайти і виділити основні синтаксичні конструкції в тексті вхідної програми, встановити тип і перевірити правильність кожної синтаксичної конструкції у вигляді, зручному для подальшої генерації тексту результуючої програми.

В основі синтаксичного аналізатора лежить розпізнавач тексту вхідної програми на основі граматики вхідної мови. Як правило, синтаксичні конструкції мов програмування можуть бути описані за допомогою КС-граматик, рідше зустрічаються мови, які можуть бути описані за допомогою регулярних граматик. Найчастіше регулярні граматики застосовні до мов асемблера, а мови високого рівня побудовані на основі КС-мов.

Синтаксичний розбір - це основна частина компіляції на етапі аналізу. Без виконання синтаксичного розбору робота компілятора безглузда, у той час як лексичний аналізатор є зовсім необов'язковим. Усі завдання з перевірки лексики вхідного мови можуть бути вирішені на етапі синтаксичного розбору. Сканер тільки дозволяє позбавити складний за структурою лексичний аналізатор від рішення примітивних завдань з виявлення та запам'ятовування лексем вхідний програми.

В даному курсовому проекті синтаксичний аналіз можна виконувати лише після виконання лексичного аналізу, він являється окремим етапом трансляції.

На вході даного аналізатора є файл лексем, який є результатом виконання лексичного аналізу, на базі цього файлу синтаксичний аналізатор формує таблицю ідентифікаторів та змінних.

* + 1. Опис програми реалізації синтаксичного та семантичного аналізатора

На вхід синтаксичного аналізатора подіється таблиця лексем створена на етапі лексичного аналізу. Аналізатор проходить по ній і перевіряє чи набір лексем відповідає раніше описаним формам нотації Бекуса-Наура. І разі не відповідності у файл з помилками виводиться інформація про помилку і про рядок на якій вона знаходиться.

При знаходженні оператора присвоєння або математичних виразів здійснюється перевірка балансу дужок(кількість відкриваючих дужок має дорівнювати кількості закриваючих). Також здійснюється перевірка чи не йдуть підряд декілька лексем одного типу

Результатом синтаксичного аналізу є синтаксичне дерево з посиланнями на таблиці об'єктів. У процесі синтаксичного аналізу також виявляються помилки, пов'язані зі структурою програми.

В основі синтаксичного аналізатора лежить розпізнавач тексту вхідної програми на основі граматики вхідної мови.

Аналізатор працює за принципом рекурсивного спуску, де кожне правило граматики реалізується окремою функцією.

Основні етапи роботи аналізатора:

1. **Ініціалізація**: Виклик функції Parser(), яка починає аналіз програми.
2. **Аналіз програми**: Функція program() аналізує основну структуру програми, включаючи оголошення змінних та тіло програми.
3. **Аналіз операторів**: Функція statement() визначає тип оператора (ввід, вивід, умовний оператор, присвоєння тощо) та викликає відповідну функцію для його аналізу.
4. **Аналіз виразів**: Функції arithmetic\_expression(), term(), factor() аналізують арифметичні вирази, включаючи операції додавання, віднімання, множення та ділення.
5. **Аналіз умов**: Функції logical\_expression(), and\_expression(), comparison() аналізують логічні вирази та операції порівняння.

Основні функції

* **program()**: Аналізує основну структуру програми.
* **variable\_declaration()**: Аналізує оголошення змінних.
* **variable\_list()**: Аналізує список змінних.
* **program\_body()**: Аналізує тіло програми.
* **statement()**: Визначає тип оператора та викликає відповідну функцію для його аналізу.
* **assignment()**: Аналізує оператор присвоєння.
* **arithmetic\_expression()**: Аналізує арифметичний вираз.
* **term()**: Аналізує доданок у виразі.
* **factor()**: Аналізує множник у виразі.
* **input()**: Аналізує оператор вводу.
* **output()**: Аналізує оператор виводу.
* **conditional()**: Аналізує умовний оператор.
* **goto\_statement()**: Аналізує оператор переходу.
* **label\_statement()**: Аналізує мітку.
* **for\_to\_do()**: Аналізує цикл for з інкрементом.
* **for\_downto\_do()**: Аналізує цикл for з декрементом.
* **while\_statement()**: Аналізує цикл while.
* **repeat\_until()**: Аналізує цикл repeat until.
* **logical\_expression()**: Аналізує логічний вираз.
* **and\_expression()**: Аналізує логічний вираз з операцією AND.
* **comparison()**: Аналізує операції порівняння.
* **compound\_statement()**: Аналізує складений оператор.

Цей аналізатор забезпечує перевірку синтаксичної коректності програми та виявлення синтаксичних помилок. Якщо виявляється помилка, аналізатор виводить повідомлення про помилку та завершує роботу.

* + 1. Опис програми реалізації семантичного аналізатора

Семантичний аналізатор забезпечує перевірку смислової коректності програми, тобто перевіряє відповідність значень змінних, типів даних, ідентифікаторів та інших конструкцій заданим правилам мови програмування. Основою семантичного аналізатора є аналіз вмісту синтаксичного дерева, створеного на етапі синтаксичного аналізу.

Семантичний аналіз у нашому випадку буде реалізований у функції,яка опрацьовує оголошення і використання ідентифікаторів:

**unsigned int IdIdentification(Id IdTable[], Token TokenTable[], unsigned int tokenCount, FILE\* errFile)**

{

unsigned int idCount = 0;

unsigned int i = 0;

while (TokenTable[i++].type != Variable);

if (TokenTable[i++].type == Type)

{

while (TokenTable[i].type != Semicolon)

{

if (TokenTable[i].type == Identifier)

{

int yes = 0;

for (unsigned int j = 0; j < idCount; j++)

{

if (!strcmp(TokenTable[i].name, IdTable[j].name))

{

yes = 1;

break;

}

}

if (yes == 1)

{

printf("\nidentifier \"%s\" is already declared !\n", TokenTable[i].name);

return idCount;

}

if (idCount < MAX\_IDENTIFIER)

{

strcpy\_s(IdTable[idCount++].name, TokenTable[i++].name);

}

else

{

printf("\nToo many identifiers !\n");

return idCount;

}

}

else

i++;

}

}

for (; i < tokenCount; i++)

{

if (TokenTable[i].type == Identifier && TokenTable[i + 1].type != Colon)

{

int yes = 0;

for (unsigned int j = 0; j < idCount; j++)

{

if (!strcmp(TokenTable[i].name, IdTable[j].name))

{

yes = 1;

break;

}

}

if (yes == 0)

{

if (idCount < MAX\_IDENTIFIER)

{

strcpy\_s(IdTable[idCount++].name, TokenTable[i].name);

}

else

{

printf("\nToo many identifiers!\n");

return idCount;

}

}

}

}

return idCount;

}

* + 1. Розробка блок-схеми роботи синтаксичного аналізатора

На рис. 3.2 зображена граф-схема синтаксичного аналізатора.
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Рис. 3.2 Граф-схема роботи синтаксичного аналізатора

* 1. Розробка генератора коду

Синтаксичне дерево в чистому вигляді несе тільки інформацію про структуру програми. Насправді в процесі генерації коду потрібна також інформація про змінні, операції, мітки і т.д. Для представлення цієї інформації можливі різні рішення. Найбільш поширені два:

* інформація зберігається у таблицях генератора коду;
* інформація зберігається у відповідних вершинах дерева.

Розглянемо, наприклад, структуру таблиць, які можуть бути використані в поєднанні з Лідер-представленням. Оскільки Лідер-представлення не містить інформації про адреси змінних, значить, цю інформацію потрібно формувати в процесі обробки оголошень і зберігати в таблицях. Це стосується і описів масивів, записів і т.д. Крім того, в таблицях також повинна міститися інформація про операції.

Генерація коду – це машинно-залежний етап компіляції, під час якого відбувається побудова машинного еквівалента вхідної програми. 3азвичай входом для генератора коду служить проміжна форма представлення програми, а на виході може з’являтися об’єктний код або модуль завантаження.

Генератор C коду приймає масив лексем без помилок. Якщо на двох попередніх етапах виявлено помилки, то ця фаза не виконується.

В даному курсовому проекті генерація коду реалізується як окремий етап. Можливість його виконання є лише за умови, що попередньо успішно виконався етап синтаксичного аналізу. І використовує результат виконання попереднього аналізу, тобто два файли: перший містить згенерований C код відповідно операторам які були в програмі, другий файл містить таблицю змінних.

* + 1. Розробка граф-схеми алгоритму

![](data:image/png;base64,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)

Рис. 3.3 Блок схема генератора коду

* + 1. Опис програми реалізації генератора коду

У компілятора, реалізованого в даному курсовому проекті, вихідна мова - програма на мові С. Ця програма записується у файл, що має таку ж саму назву, як і файл з вхідним текстом, але розширення “.c”. Генерація коду відбувається одразу ж після синтаксичного аналізу.

В даному трансляторі генератор коду послідовно викликає окремі функції, які записують у вихідний файл частини коду.

Першим кроком генерації коду записується заголовки, необхідні для програми на С, та визначається основна функція main(). Далі виконується аналіз коду та визначаються змінні, які використовуються.

Проаналізувавши змінні, які є у програмі, генератор формує секцію оголошення змінних для програми на С. Для цього з таблиці лексем вибирається ім’я змінної (типи змінних відповідають типам у С, наприклад int), та записується її початкове значення, якщо воно задано.

Аналіз наявних операторів необхідний у зв’язку з тим, що введення/виведення, виконання арифметичних та логічних операцій виконуються як окремі конструкції, і у випадку їх відсутності немає сенсу записувати у вихідний файл зайву інформацію.

Після цього зчитується лексема з таблиці лексем. Також відбувається перевірка, чи це не остання лексема. Якщо це остання лексема, то функція завершується.

Наступним кроком є аналіз таблиці лексем та безпосередня генерація коду у відповідності до вхідної програми.

Генератор коду зчитує лексему та генерує відповідний код, який записується у файл. Наприклад, якщо це лексема виведення, то у основну програму записується виклик функції printf, яка формує вихідний текст. Якщо це арифметична операція, то у вихідний файл записується вираз, що відповідає правилам С, із врахуванням пріоритетів операцій.

Генератор закінчує свою роботу, коли зчитує лексему, що відповідає кінцю файлу.

В кінці своєї роботи генератор формує завершення програми на С, додаючи повернення значення 0 з основної функції.

1. Опис програми

Дана програма написана мовою С++ з використанням визначень нових типів та перечислень:

enum TypeOfTokens

{

Mainprogram,

StartProgram,

Variable,

Type,

EndProgram,

Input,

Output,

If,

Else,

Goto,

Label,

For,

To,

DownTo,

Do,

While,

Exit,

Continue,

End,

Repeat,

Until,

Identifier,

Number,

Assign,

Add,

Sub,

Mul,

Div,

Mod,

Equality,

NotEquality,

Greate,

Less,

Not,

And,

Or,

LBraket,

RBraket,

Semicolon,

Colon,

Comma,

Unknown

};

// структура для зберігання інформації про лексему

struct Token

{

char name[16]; // ім'я лексеми

int value; // значення лексеми

int line; // номер рядка

TypeOfTokens type; // тип лексеми

};

// структура для зберігання інформації про ідентифікатор

struct Id

{

char name[16];

};

// перерахування, яке описує стани лексичного аналізатора

enum States

{

Start, // початок виділення чергової лексеми

Finish, // кінець виділення чергової лексеми

Letter, // опрацювання слів (ключові слова і ідентифікатори)

Digit, // опрацювання цифри

Separators, // видалення пробілів, символів табуляції і переходу на новий рядок

Another, // опрацювання інших символів

EndOfFile, // кінець файлу

SComment, // початок коментаря

Comment // видалення коментаря

};

Спочатку вхідна програма за допомогою функції unsigned int GetTokens(FILE\* F, Token TokenTable[]) розбивається на відповідні токени для запису у таблицю та подальше їх використання в процесі синтаксичного аналізу та генерації коду.

Далі відбувається синтаксичний аналіз вхідної програми за допомогою функції void Parser(). Всі правила запису як різноманітних операцій так і програми в цілому відбувається за нотатками Бекуса-Наура, за допомогою яких можна легко описати синтаксис всіх операцій.

Нище наведено опис структури програми за допомогою нотаток Бекуса-Наура.

void program()

{

match(Mainprogram);

match(StartProgram);

match(Variable);

variable\_declaration();

match(Semicolon);

program\_body();

match(EndProgram);

}

Наступним етапом є генерація С коду. Алгоритм генерації працює за принципом синтаксичного аналізу але при вибірці певної лексеми або операції генерує відповідний С код який записується у вихідний файл.

Нище наведено генерацію С коду на прикладі операції присвоєння.

void assignment(FILE\* outFile)

{

fprintf(outFile, " ");

fprintf(outFile, TokenTable[pos++].name);

fprintf(outFile, " = ");

pos++;

arithmetic\_expression(outFile);

pos++;

fprintf(outFile, ";\n");

}

Така структура програми дозволяє без проблем аналізувати великі програми, написані на вхідній мові програмування. Також використання правил Бекуса-Наура дозволяє ефективно анадізувати програми великого обсягу.

* 1. Опис інтерфейсу та інструкція користувачеві

Вхідним файлом для даної програми є звичайний текстовий файл з розширенням k09. У цьому файлі необхідно набрати бажану для трансляції програму та зберегти її. Синтаксис повинен відповідати вхідній мові.

Створений транслятор є консольною програмою, що запускається з командної стрічки з параметром: "CWork\_k09.exe <ім’я програми>.k09"

Якщо обидва файли мають місце на диску та правильно сформовані, програма буде запущена на виконання.

Початковою фазою обробки є лексичний аналіз (розбиття на окремі лексеми). Результатом цього етапу є файл lexems.txt, який містить таблицю лексем. Вміст цього файлу складається з 4 полів – 1 – безпосередньо сама лексема; 2 – тип лексеми; 3 – значення лексеми (необхідне для чисел і ідентифікаторів); 4 – рядок, у якому лексема знаходиться. Наступним етапом є перевірка на правильність написання програми (вхідної). Інформацію про наявність чи відсутність помилок можна переглянути у файлі error.txt. Якщо граматичний розбір виконаний успішно, файл буде містити відповідне повідомлення. Інакше, у файлі будуть зазначені помилки з їх описом та вказанням їх місця у тексті програми.

Останнім етапом є генерація коду. Транслятор переходить до цього етапу, лише у випадку, коли відсутні граматичні помилки у вхідній програмі. Згенерований код записується у файлу <ім’я програми>.с.

1. Відлагодження та тестування програми

Тестування програмного забезпечення є важливим етапом розробки продукту. На цьому етапі знаходяться помилки допущені на попередніх етапах. Цей етап дозволяє покращити певні характеристики продукту, наприклад – інтерфейс. Дає можливість знайти та вподальшому виправити слабкі сторони, якщо вони є.

Відлагодження даної програми здійснюється за допомогою набору кількох програм, які відповідають заданій граматиці. Та перевірці коректності коду, що генерується, коректності знаходження помилок та розбивки на лексеми.

* 1. Виявлення лексичних та синтаксичних помилок

Виявлення лексичних помилок відбувається на стадії лексичного аналізу. Під час розбиття вхідної програми на окремі лексеми відбувається перевірка чи відповідає вхідна лексема граматиці. Якщо ця лексема є в граматиці то вона ідентифікується і в таблиці лексем визначається. У випадку неспівпадіння лексемі присвоюється тип "невпізнаної лексеми". Повідомлення про такі помилки можна побачити лише після виконання процедури перевірки таблиці лексем, яка знаходиться в файлі.

Виявлення синтаксичних помилок відбувається на стадії перевірки програми на коректність окремо від синтаксичного аналізу. При цьому перевіряється окремо кожне твердження яке може бути або виразом, або оператором (циклу, вводу/виводу), або оголошенням, та перевіряється структура програми в цілому.

Приклад виявлення:

***Текст програми з помилками***

##Prog1

startprogram

startblok

variable longint aaaaaaaa aaaaaaaa,bbbbbbbbbbbbbbbb,xxxxxxxxxxxxxxxx,yyyyyyyyyyyyyyyy;

read aaaaaaaaaaaaaaaa

read bbbbbbbbbbbbbbbb;

write aaaaaaaaaaaaaaaa add bbbbbbbbbbbbbbbb;

write aaaaaaaaaaaaaaaa sub bbbbbbbbbbbbbbbb;

write aaaaaaaaaaaaaaaa \* bbbbbbbbbbbbbbbb;

write aaaaaaaaaaaaaaaa / bbbbbbbbbbbbbbbb;

write aaaaaaaaaaaaaaaa % bbbbbbbbbbbbbbbb;

xxxxxxxxxxxxxxxx<==(aaaaaaaaaaaaaaaa sub bbbbbbbbbbbbbbbb) \* 10 add (aaaaaaaaaaaaaaaa add bbbbbbbbbbbbbbbb) / 10;

yyyyyyyyyyyyyyyy<==xxxxxxxxxxxxxxxx add (xxxxxxxxxxxxxxxx % 10);

write xxxxxxxxxxxxxxxx;

write yyyyyyyyyyyyyyyy;

endblok

***Текст файлу з повідомленнями про помилки***

Lexical Error: line 4, lexem aaaaaaaa is Unknown

Lexical Error: line 4, lexem aaaaaaaa is Unknown

Syntax error in line 4 : another type of lexeme was expected.

Syntax error: type Unknown

Expected Type: Identifier

* 1. Виявлення семантичних помилок

Суттю виявлення семантичних помилок є перевірка числових констант на відповідність типу longint, тобто знаковому цілому числу з відповідним діапазоном значень і перевірку на коректність використання змінних longint у цілочисельних і логічних виразах.

* 1. Загальна перевірка коректності роботи транслятора

Для того щоб здійснити перевірку коректності роботи транслятора необхідно завантажити коректну до заданої вхідної мови програму.

***Текст коректної програми***

##Prog1

startprogram

startblok

variable longint aaaaaaaaaaaaaaaa,bbbbbbbbbbbbbbbb,xxxxxxxxxxxxxxxx,yyyyyyyyyyyyyyyy;

read aaaaaaaaaaaaaaaa;

read bbbbbbbbbbbbbbbb;

write aaaaaaaaaaaaaaaa add bbbbbbbbbbbbbbbb;

write aaaaaaaaaaaaaaaa sub bbbbbbbbbbbbbbbb;

write aaaaaaaaaaaaaaaa \* bbbbbbbbbbbbbbbb;

write aaaaaaaaaaaaaaaa / bbbbbbbbbbbbbbbb;

write aaaaaaaaaaaaaaaa % bbbbbbbbbbbbbbbb;

xxxxxxxxxxxxxxxx<==(aaaaaaaaaaaaaaaa sub bbbbbbbbbbbbbbbb) \* 10 add (aaaaaaaaaaaaaaaa add bbbbbbbbbbbbbbbb) / 10;

yyyyyyyyyyyyyyyy<==xxxxxxxxxxxxxxxx add (xxxxxxxxxxxxxxxx % 10);

write xxxxxxxxxxxxxxxx;

write yyyyyyyyyyyyyyyy;

endblok

Оскільки дана програма відповідає граматиці то результати виконання лексичного, синтаксичного аналізів, а також генератора коду будуть позитивними.

В результаті буде отримано с файл, який є результатом виконання трансляції з заданої вхідної мови на мову С даної програми (його вміст наведений в Додатку А).

Після виконання компіляції даного файлу на виході отримаєм наступний результат роботи програми:
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Рис. 5.1 Результат виконання коректної програми

При перевірці отриманого результату, можна зробити висновок про правильність роботи програми, а отже і про правильність роботи транслятора.

* 1. Тестова програма №1

***Текст програми***

##Prog1

startprogram

startblok

variable longint aaaaaaaaaaaaaaaa,bbbbbbbbbbbbbbbb,xxxxxxxxxxxxxxxx,yyyyyyyyyyyyyyyy;

read aaaaaaaaaaaaaaaa;

read bbbbbbbbbbbbbbbb;

write aaaaaaaaaaaaaaaa add bbbbbbbbbbbbbbbb;

write aaaaaaaaaaaaaaaa sub bbbbbbbbbbbbbbbb;

write aaaaaaaaaaaaaaaa \* bbbbbbbbbbbbbbbb;

write aaaaaaaaaaaaaaaa / bbbbbbbbbbbbbbbb;

write aaaaaaaaaaaaaaaa % bbbbbbbbbbbbbbbb;

xxxxxxxxxxxxxxxx<==(aaaaaaaaaaaaaaaa sub bbbbbbbbbbbbbbbb) \* 10 add (aaaaaaaaaaaaaaaa add bbbbbbbbbbbbbbbb) / 10;

yyyyyyyyyyyyyyyy<==xxxxxxxxxxxxxxxx add (xxxxxxxxxxxxxxxx % 10);

write xxxxxxxxxxxxxxxx;

write yyyyyyyyyyyyyyyy;

endblok

***Результат виконання***

![](data:image/png;base64,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)

Рис. 5.2 Результат виконання тестової програми №1

* 1. Тестова програма №2

***Текст програми***

##Prog2

startprogram

startblok

variable longint aaaaaaaaaaaaaaaa,bbbbbbbbbbbbbbbb,cccccccccccccccc;

read aaaaaaaaaaaaaaaa;

read bbbbbbbbbbbbbbbb;

read cccccccccccccccc;

if(aaaaaaaaaaaaaaaa >> bbbbbbbbbbbbbbbb)

startblok

if(aaaaaaaaaaaaaaaa >> cccccccccccccccc)

startblok

goto Abigger;

endblok

else

startblok

write cccccccccccccccc;

goto Outofif;

Abigger:

write aaaaaaaaaaaaaaaa;

goto Outofif;

endblok

endblok

if(bbbbbbbbbbbbbbbb << cccccccccccccccc)

startblok

write cccccccccccccccc;

endblok

else

startblok

write bbbbbbbbbbbbbbbb;

endblok

Outofif:

if((aaaaaaaaaaaaaaaa == bbbbbbbbbbbbbbbb) & (aaaaaaaaaaaaaaaa == cccccccccccccccc) & (bbbbbbbbbbbbbbbb == cccccccccccccccc))

startblok

write 1;

endblok

else

startblok

write 0;

endblok

if((aaaaaaaaaaaaaaaa << 0) | (bbbbbbbbbbbbbbbb << 0) | (cccccccccccccccc << 0))

startblok

write -1;

endblok

else

startblok

write 0;

endblok

if(!(aaaaaaaaaaaaaaaa << (bbbbbbbbbbbbbbbb add cccccccccccccccc)))

startblok

write(10);

endblok

else

startblok

write(0);

endblok

endblok

***Результат виконання***
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Рис. 5.3 Результат виконання тестової програми №2

* 1. Тестова програма №3

***Текст програми***

##Prog3

startprogram

startblok

variable longint aaaaaaaaaaaaaaaa,aaaaaaaaaaaaaaa2,bbbbbbbbbbbbbbbb,xxxxxxxxxxxxxxxx,ccccccccccccccc1,ccccccccccccccc2;

read aaaaaaaaaaaaaaaa;

read bbbbbbbbbbbbbbbb;

for aaaaaaaaaaaaaaa2 <== aaaaaaaaaaaaaaaa to bbbbbbbbbbbbbbbb do

write aaaaaaaaaaaaaaa2 \* aaaaaaaaaaaaaaa2;

for aaaaaaaaaaaaaaa2<==bbbbbbbbbbbbbbbb to aaaaaaaaaaaaaaaa do

write aaaaaaaaaaaaaaa2 \* aaaaaaaaaaaaaaa2;

xxxxxxxxxxxxxxxx<==0;

ccccccccccccccc1<==0;

while ccccccccccccccc1 << aaaaaaaaaaaaaaaa

startblok

ccccccccccccccc2<==0;

while ccccccccccccccc2 << bbbbbbbbbbbbbbbb

startblok

xxxxxxxxxxxxxxxx<==xxxxxxxxxxxxxxxx add 1;

ccccccccccccccc2<==ccccccccccccccc2 add 1;

endblok

end while

ccccccccccccccc1<==ccccccccccccccc1 add 1;

endblok

end while

write xxxxxxxxxxxxxxxx;

xxxxxxxxxxxxxxxx<==0;

ccccccccccccccc1<==1;

repeat

startblok

ccccccccccccccc2<==1;

repeat

startblok

xxxxxxxxxxxxxxxx<==xxxxxxxxxxxxxxxx add 1;

ccccccccccccccc2<==ccccccccccccccc2 add 1;

endblok

until !(ccccccccccccccc2 >> bbbbbbbbbbbbbbbb)

ccccccccccccccc1<==ccccccccccccccc1 add 1;

endblok

until !(ccccccccccccccc1 >> aaaaaaaaaaaaaaaa)

write xxxxxxxxxxxxxxxx;

endblok

***Результат виконання***
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Рис. 5.4 Результат виконання тестової програми №3

1. Верифікація

Для верифікації наших тествоих програм ми використовували Boost.Spirit. Boost.Spirit — це бібліотека, яка є частиною набору бібліотек Boost для мови програмування C++. Вона призначена для створення парсерів (аналізаторів) і граматик, які можуть використовуватися для аналізу текстових даних. Основною перевагою Boost.Spirit є те, що вона дозволяє писати парсери безпосередньо в C++ коді, використовуючи декларативний підхід, схожий на формальні граматики.

Основні можливості Boost.Spirit:

* Побудова граматик: Використовуючи Boost.Spirit, можна створюватиграматики з використанням C++ виразів, які виглядають схоже на контекстно-вільні граматики (CFG).
* Компактність: Граматики визначаються безпосередньо у коді, без необхідності використовувати зовнішні файли.
* Підтримка синтаксичних та семантичних дій: Можна виконувати додаткові операції під час розбору тексту (наприклад, обробка даних чи збереження результатів).
* Модульність: Граматики можуть бути розбиті на менші компоненти, що спрощує їх повторне використання.
* Компоненти Boost.Spirit:
* Qi (Query Interface): Використовується для створення парсерів, які аналізують вхідні дані та перевіряють їх на відповідність заданій граматиці.
* Lex: Інструмент для токенізації (розбиття тексту на окремі елементи — токени).

Висновки

В процесі виконання курсового проекту було виконано наступне:

1. Складено формальний опис мови програмування k09, в термінах розширеної нотації Бекуса-Наура, виділено усі термінальні символи та ключові слова.

2. Створено компілятор мови програмування k09, а саме:

2.1. Розроблено прямий лексичний аналізатор, орієнтований на розпізнавання лексем, що є заявлені в формальному описі мови програмування.

2.2. Розроблено синтаксичний аналізатор на основі низхідного методу. Складено деталізований опис вхідної мови в термінах розширеної нотації Бекуса-Наура

2.3. Розроблено генератор коду, відповідні процедури якого викликаються після перевірки синтаксичним аналізатором коректності запису чергового оператора, мови програмування k09. Вихідним кодом генератора є програма на мові C.

3. Проведене тестування компілятора на тестових програмах за наступними пунктами:

3.1. На виявлення лексичних помилок.

3.2. На виявлення синтаксичних помилок.

3.3. Загальна перевірка роботи компілятора.

Тестування не виявило помилок в роботі компілятор, і всі помилки в тестових програмах на мові k09 були успішно виявлені і відповідно оброблені.

В результаті виконання даної курсового проекту було засвоєно методи розробки та реалізації компонент систем програмування.
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Додатки

**Додаток А. Таблиці лексем для тестових прикладів**

Тестова програма “Лінійний алгоритм”

---------------------------------------------------------------------------

| TOKEN TABLE |

---------------------------------------------------------------------------

| line number | token | value | token code | type of token |

---------------------------------------------------------------------------

| 2 | startprogram | 0 | 0 | MainProgram |

---------------------------------------------------------------------------

| 3 | startblok | 0 | 1 | StartProgram |

---------------------------------------------------------------------------

| 4 | variable | 0 | 2 | Variable |

---------------------------------------------------------------------------

| 4 | longint | 0 | 3 | Integer |

---------------------------------------------------------------------------

| 4 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 4 | , | 0 | 41 | Comma |

---------------------------------------------------------------------------

| 4 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 4 | , | 0 | 41 | Comma |

---------------------------------------------------------------------------

| 4 |xxxxxxxxxxxxxxxx | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 4 | , | 0 | 41 | Comma |

---------------------------------------------------------------------------

| 4 |yyyyyyyyyyyyyyyy | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 4 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 5 | read | 0 | 5 | Input |

---------------------------------------------------------------------------

| 5 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 5 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 6 | read | 0 | 5 | Input |

---------------------------------------------------------------------------

| 6 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 6 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 7 | write | 0 | 6 | Output |

---------------------------------------------------------------------------

| 7 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 7 | add | 0 | 25 | Add |

---------------------------------------------------------------------------

| 7 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 7 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 8 | write | 0 | 6 | Output |

---------------------------------------------------------------------------

| 8 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 8 | sub | 0 | 26 | Sub |

---------------------------------------------------------------------------

| 8 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 8 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 9 | write | 0 | 6 | Output |

---------------------------------------------------------------------------

| 9 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 9 | \* | 0 | 27 | Mul |

---------------------------------------------------------------------------

| 9 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 9 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 10 | write | 0 | 6 | Output |

---------------------------------------------------------------------------

| 10 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 10 | / | 0 | 28 | Div |

---------------------------------------------------------------------------

| 10 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 10 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 11 | write | 0 | 6 | Output |

---------------------------------------------------------------------------

| 11 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 11 | % | 0 | 29 | Mod |

---------------------------------------------------------------------------

| 11 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 11 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 13 |xxxxxxxxxxxxxxxx | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 13 | <== | 0 | 24 | Assign |

---------------------------------------------------------------------------

| 13 | ( | 0 | 37 | LBraket |

---------------------------------------------------------------------------

| 13 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 13 | sub | 0 | 26 | Sub |

---------------------------------------------------------------------------

| 13 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 13 | ) | 0 | 38 | RBraket |

---------------------------------------------------------------------------

| 13 | \* | 0 | 27 | Mul |

---------------------------------------------------------------------------

| 13 | 10 | 10 | 23 | Number |

---------------------------------------------------------------------------

| 13 | add | 0 | 25 | Add |

---------------------------------------------------------------------------

| 13 | ( | 0 | 37 | LBraket |

---------------------------------------------------------------------------

| 13 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 13 | add | 0 | 25 | Add |

---------------------------------------------------------------------------

| 13 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 13 | ) | 0 | 38 | RBraket |

---------------------------------------------------------------------------

| 13 | / | 0 | 28 | Div |

---------------------------------------------------------------------------

| 13 | 10 | 10 | 23 | Number |

---------------------------------------------------------------------------

| 13 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 14 |yyyyyyyyyyyyyyyy | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 14 | <== | 0 | 24 | Assign |

---------------------------------------------------------------------------

| 14 |xxxxxxxxxxxxxxxx | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 14 | add | 0 | 25 | Add |

---------------------------------------------------------------------------

| 14 | ( | 0 | 37 | LBraket |

---------------------------------------------------------------------------

| 14 |xxxxxxxxxxxxxxxx | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 14 | % | 0 | 29 | Mod |

---------------------------------------------------------------------------

| 14 | 10 | 10 | 23 | Number |

---------------------------------------------------------------------------

| 14 | ) | 0 | 38 | RBraket |

---------------------------------------------------------------------------

| 14 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 15 | write | 0 | 6 | Output |

---------------------------------------------------------------------------

| 15 |xxxxxxxxxxxxxxxx | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 15 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 16 | write | 0 | 6 | Output |

---------------------------------------------------------------------------

| 16 |yyyyyyyyyyyyyyyy | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 16 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 17 | endblok | 0 | 4 | EndProgram |

---------------------------------------------------------------------------

Тестова програма “Алгоритм з розгалуженням”

**---------------------------------------------------------------------------**

**| TOKEN TABLE |**

**---------------------------------------------------------------------------**

**| line number | token | value | token code | type of token |**

**---------------------------------------------------------------------------**

**| 2 | startprogram | 0 | 0 | MainProgram |**

**---------------------------------------------------------------------------**

**| 3 | startblok | 0 | 1 | StartProgram |**

**---------------------------------------------------------------------------**

**| 4 | variable | 0 | 2 | Variable |**

**---------------------------------------------------------------------------**

**| 4 | longint | 0 | 3 | Integer |**

**---------------------------------------------------------------------------**

**| 4 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 4 | , | 0 | 41 | Comma |**

**---------------------------------------------------------------------------**

**| 4 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 4 | , | 0 | 41 | Comma |**

**---------------------------------------------------------------------------**

**| 4 |cccccccccccccccc | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 4 | ; | 0 | 39 | Semicolon |**

**---------------------------------------------------------------------------**

**| 5 | read | 0 | 5 | Input |**

**---------------------------------------------------------------------------**

**| 5 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 5 | ; | 0 | 39 | Semicolon |**

**---------------------------------------------------------------------------**

**| 6 | read | 0 | 5 | Input |**

**---------------------------------------------------------------------------**

**| 6 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 6 | ; | 0 | 39 | Semicolon |**

**---------------------------------------------------------------------------**

**| 7 | read | 0 | 5 | Input |**

**---------------------------------------------------------------------------**

**| 7 |cccccccccccccccc | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 7 | ; | 0 | 39 | Semicolon |**

**---------------------------------------------------------------------------**

**| 8 | if | 0 | 7 | If |**

**---------------------------------------------------------------------------**

**| 8 | ( | 0 | 37 | LBraket |**

**---------------------------------------------------------------------------**

**| 8 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 8 | >> | 0 | 32 | Greate |**

**---------------------------------------------------------------------------**

**| 8 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 8 | ) | 0 | 38 | RBraket |**

**---------------------------------------------------------------------------**

**| 9 | startblok | 0 | 1 | StartProgram |**

**---------------------------------------------------------------------------**

**| 10 | if | 0 | 7 | If |**

**---------------------------------------------------------------------------**

**| 10 | ( | 0 | 37 | LBraket |**

**---------------------------------------------------------------------------**

**| 10 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 10 | >> | 0 | 32 | Greate |**

**---------------------------------------------------------------------------**

**| 10 |cccccccccccccccc | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 10 | ) | 0 | 38 | RBraket |**

**---------------------------------------------------------------------------**

**| 11 | startblok | 0 | 1 | StartProgram |**

**---------------------------------------------------------------------------**

**| 12 | goto | 0 | 10 | Goto |**

**---------------------------------------------------------------------------**

**| 12 | Abigger | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 12 | ; | 0 | 39 | Semicolon |**

**---------------------------------------------------------------------------**

**| 13 | endblok | 0 | 4 | EndProgram |**

**---------------------------------------------------------------------------**

**| 14 | else | 0 | 9 | Else |**

**---------------------------------------------------------------------------**

**| 15 | startblok | 0 | 1 | StartProgram |**

**---------------------------------------------------------------------------**

**| 16 | write | 0 | 6 | Output |**

**---------------------------------------------------------------------------**

**| 16 |cccccccccccccccc | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 16 | ; | 0 | 39 | Semicolon |**

**---------------------------------------------------------------------------**

**| 17 | goto | 0 | 10 | Goto |**

**---------------------------------------------------------------------------**

**| 17 | Outofif | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 17 | ; | 0 | 39 | Semicolon |**

**---------------------------------------------------------------------------**

**| 18 | Abigger | 0 | 11 | Label |**

**---------------------------------------------------------------------------**

**| 19 | write | 0 | 6 | Output |**

**---------------------------------------------------------------------------**

**| 19 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 19 | ; | 0 | 39 | Semicolon |**

**---------------------------------------------------------------------------**

**| 20 | goto | 0 | 10 | Goto |**

**---------------------------------------------------------------------------**

**| 20 | Outofif | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 20 | ; | 0 | 39 | Semicolon |**

**---------------------------------------------------------------------------**

**| 21 | endblok | 0 | 4 | EndProgram |**

**---------------------------------------------------------------------------**

**| 22 | endblok | 0 | 4 | EndProgram |**

**---------------------------------------------------------------------------**

**| 23 | if | 0 | 7 | If |**

**---------------------------------------------------------------------------**

**| 23 | ( | 0 | 37 | LBraket |**

**---------------------------------------------------------------------------**

**| 23 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 23 | << | 0 | 33 | Less |**

**---------------------------------------------------------------------------**

**| 23 |cccccccccccccccc | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 23 | ) | 0 | 38 | RBraket |**

**---------------------------------------------------------------------------**

**| 24 | startblok | 0 | 1 | StartProgram |**

**---------------------------------------------------------------------------**

**| 25 | write | 0 | 6 | Output |**

**---------------------------------------------------------------------------**

**| 25 |cccccccccccccccc | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 25 | ; | 0 | 39 | Semicolon |**

**---------------------------------------------------------------------------**

**| 26 | endblok | 0 | 4 | EndProgram |**

**---------------------------------------------------------------------------**

**| 27 | else | 0 | 9 | Else |**

**---------------------------------------------------------------------------**

**| 28 | startblok | 0 | 1 | StartProgram |**

**---------------------------------------------------------------------------**

**| 29 | write | 0 | 6 | Output |**

**---------------------------------------------------------------------------**

**| 29 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 29 | ; | 0 | 39 | Semicolon |**

**---------------------------------------------------------------------------**

**| 30 | endblok | 0 | 4 | EndProgram |**

**---------------------------------------------------------------------------**

**| 31 | Outofif | 0 | 11 | Label |**

**---------------------------------------------------------------------------**

**| 33 | if | 0 | 7 | If |**

**---------------------------------------------------------------------------**

**| 33 | ( | 0 | 37 | LBraket |**

**---------------------------------------------------------------------------**

**| 33 | ( | 0 | 37 | LBraket |**

**---------------------------------------------------------------------------**

**| 33 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 33 | == | 0 | 30 | Equality |**

**---------------------------------------------------------------------------**

**| 33 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 33 | ) | 0 | 38 | RBraket |**

**---------------------------------------------------------------------------**

**| 33 | & | 0 | 35 | And |**

**---------------------------------------------------------------------------**

**| 33 | ( | 0 | 37 | LBraket |**

**---------------------------------------------------------------------------**

**| 33 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 33 | == | 0 | 30 | Equality |**

**---------------------------------------------------------------------------**

**| 33 |cccccccccccccccc | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 33 | ) | 0 | 38 | RBraket |**

**---------------------------------------------------------------------------**

**| 33 | & | 0 | 35 | And |**

**---------------------------------------------------------------------------**

**| 33 | ( | 0 | 37 | LBraket |**

**---------------------------------------------------------------------------**

**| 33 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 33 | == | 0 | 30 | Equality |**

**---------------------------------------------------------------------------**

**| 33 |cccccccccccccccc | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 33 | ) | 0 | 38 | RBraket |**

**---------------------------------------------------------------------------**

**| 33 | ) | 0 | 38 | RBraket |**

**---------------------------------------------------------------------------**

**| 34 | startblok | 0 | 1 | StartProgram |**

**---------------------------------------------------------------------------**

**| 35 | write | 0 | 6 | Output |**

**---------------------------------------------------------------------------**

**| 35 | 1 | 1 | 23 | Number |**

**---------------------------------------------------------------------------**

**| 35 | ; | 0 | 39 | Semicolon |**

**---------------------------------------------------------------------------**

**| 36 | endblok | 0 | 4 | EndProgram |**

**---------------------------------------------------------------------------**

**| 37 | else | 0 | 9 | Else |**

**---------------------------------------------------------------------------**

**| 38 | startblok | 0 | 1 | StartProgram |**

**---------------------------------------------------------------------------**

**| 39 | write | 0 | 6 | Output |**

**---------------------------------------------------------------------------**

**| 39 | 0 | 0 | 23 | Number |**

**---------------------------------------------------------------------------**

**| 39 | ; | 0 | 39 | Semicolon |**

**---------------------------------------------------------------------------**

**| 40 | endblok | 0 | 4 | EndProgram |**

**---------------------------------------------------------------------------**

**| 41 | if | 0 | 7 | If |**

**---------------------------------------------------------------------------**

**| 41 | ( | 0 | 37 | LBraket |**

**---------------------------------------------------------------------------**

**| 41 | ( | 0 | 37 | LBraket |**

**---------------------------------------------------------------------------**

**| 41 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 41 | << | 0 | 33 | Less |**

**---------------------------------------------------------------------------**

**| 41 | 0 | 0 | 23 | Number |**

**---------------------------------------------------------------------------**

**| 41 | ) | 0 | 38 | RBraket |**

**---------------------------------------------------------------------------**

**| 41 | | | 0 | 36 | Or |**

**---------------------------------------------------------------------------**

**| 41 | ( | 0 | 37 | LBraket |**

**---------------------------------------------------------------------------**

**| 41 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 41 | << | 0 | 33 | Less |**

**---------------------------------------------------------------------------**

**| 41 | 0 | 0 | 23 | Number |**

**---------------------------------------------------------------------------**

**| 41 | ) | 0 | 38 | RBraket |**

**---------------------------------------------------------------------------**

**| 41 | | | 0 | 36 | Or |**

**---------------------------------------------------------------------------**

**| 41 | ( | 0 | 37 | LBraket |**

**---------------------------------------------------------------------------**

**| 41 |cccccccccccccccc | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 41 | << | 0 | 33 | Less |**

**---------------------------------------------------------------------------**

**| 41 | 0 | 0 | 23 | Number |**

**---------------------------------------------------------------------------**

**| 41 | ) | 0 | 38 | RBraket |**

**---------------------------------------------------------------------------**

**| 41 | ) | 0 | 38 | RBraket |**

**---------------------------------------------------------------------------**

**| 42 | startblok | 0 | 1 | StartProgram |**

**---------------------------------------------------------------------------**

**| 43 | write | 0 | 6 | Output |**

**---------------------------------------------------------------------------**

**| 43 | - | 0 | 42 | Unknown |**

**---------------------------------------------------------------------------**

**| 43 | 1 | 1 | 23 | Number |**

**---------------------------------------------------------------------------**

**| 43 | ; | 0 | 39 | Semicolon |**

**---------------------------------------------------------------------------**

**| 44 | endblok | 0 | 4 | EndProgram |**

**---------------------------------------------------------------------------**

**| 45 | else | 0 | 9 | Else |**

**---------------------------------------------------------------------------**

**| 46 | startblok | 0 | 1 | StartProgram |**

**---------------------------------------------------------------------------**

**| 47 | write | 0 | 6 | Output |**

**---------------------------------------------------------------------------**

**| 47 | 0 | 0 | 23 | Number |**

**---------------------------------------------------------------------------**

**| 47 | ; | 0 | 39 | Semicolon |**

**---------------------------------------------------------------------------**

**| 48 | endblok | 0 | 4 | EndProgram |**

**---------------------------------------------------------------------------**

**| 49 | if | 0 | 7 | If |**

**---------------------------------------------------------------------------**

**| 49 | ( | 0 | 37 | LBraket |**

**---------------------------------------------------------------------------**

**| 49 | ! | 0 | 34 | Not |**

**---------------------------------------------------------------------------**

**| 49 | ( | 0 | 37 | LBraket |**

**---------------------------------------------------------------------------**

**| 49 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 49 | << | 0 | 33 | Less |**

**---------------------------------------------------------------------------**

**| 49 | ( | 0 | 37 | LBraket |**

**---------------------------------------------------------------------------**

**| 49 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 49 | add | 0 | 25 | Add |**

**---------------------------------------------------------------------------**

**| 49 |cccccccccccccccc | 0 | 22 | Identifier |**

**---------------------------------------------------------------------------**

**| 49 | ) | 0 | 38 | RBraket |**

**---------------------------------------------------------------------------**

**| 49 | ) | 0 | 38 | RBraket |**

**---------------------------------------------------------------------------**

**| 49 | ) | 0 | 38 | RBraket |**

**---------------------------------------------------------------------------**

**| 50 | startblok | 0 | 1 | StartProgram |**

**---------------------------------------------------------------------------**

**| 51 | write | 0 | 6 | Output |**

**---------------------------------------------------------------------------**

**| 51 | ( | 0 | 37 | LBraket |**

**---------------------------------------------------------------------------**

**| 51 | 10 | 10 | 23 | Number |**

**---------------------------------------------------------------------------**

**| 51 | ) | 0 | 38 | RBraket |**

**---------------------------------------------------------------------------**

**| 51 | ; | 0 | 39 | Semicolon |**

**---------------------------------------------------------------------------**

**| 52 | endblok | 0 | 4 | EndProgram |**

**---------------------------------------------------------------------------**

**| 53 | else | 0 | 9 | Else |**

**---------------------------------------------------------------------------**

**| 54 | startblok | 0 | 1 | StartProgram |**

**---------------------------------------------------------------------------**

**| 55 | write | 0 | 6 | Output |**

**---------------------------------------------------------------------------**

**| 55 | ( | 0 | 37 | LBraket |**

**---------------------------------------------------------------------------**

**| 55 | 0 | 0 | 23 | Number |**

**---------------------------------------------------------------------------**

**| 55 | ) | 0 | 38 | RBraket |**

**---------------------------------------------------------------------------**

**| 55 | ; | 0 | 39 | Semicolon |**

**---------------------------------------------------------------------------**

**| 56 | endblok | 0 | 4 | EndProgram |**

**---------------------------------------------------------------------------**

**| 57 | endblok | 0 | 4 | EndProgram |**

**---------------------------------------------------------------------------**

Тестова програма “Циклічний алгоритм”

---------------------------------------------------------------------------

| TOKEN TABLE |

---------------------------------------------------------------------------

| line number | token | value | token code | type of token |

---------------------------------------------------------------------------

| 2 | startprogram | 0 | 0 | MainProgram |

---------------------------------------------------------------------------

| 3 | startblok | 0 | 1 | StartProgram |

---------------------------------------------------------------------------

| 4 | variable | 0 | 2 | Variable |

---------------------------------------------------------------------------

| 4 | longint | 0 | 3 | Integer |

---------------------------------------------------------------------------

| 4 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 4 | , | 0 | 41 | Comma |

---------------------------------------------------------------------------

| 4 |aaaaaaaaaaaaaaa2 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 4 | , | 0 | 41 | Comma |

---------------------------------------------------------------------------

| 4 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 4 | , | 0 | 41 | Comma |

---------------------------------------------------------------------------

| 4 |xxxxxxxxxxxxxxxx | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 4 | , | 0 | 41 | Comma |

---------------------------------------------------------------------------

| 4 |ccccccccccccccc1 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 4 | , | 0 | 41 | Comma |

---------------------------------------------------------------------------

| 4 |ccccccccccccccc2 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 4 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 5 | read | 0 | 5 | Input |

---------------------------------------------------------------------------

| 5 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 5 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 6 | read | 0 | 5 | Input |

---------------------------------------------------------------------------

| 6 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 6 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 7 | for | 0 | 12 | For |

---------------------------------------------------------------------------

| 7 |aaaaaaaaaaaaaaa2 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 7 | <== | 0 | 24 | Assign |

---------------------------------------------------------------------------

| 7 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 7 | to | 0 | 13 | To |

---------------------------------------------------------------------------

| 7 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 7 | do | 0 | 15 | Do |

---------------------------------------------------------------------------

| 8 | write | 0 | 6 | Output |

---------------------------------------------------------------------------

| 8 |aaaaaaaaaaaaaaa2 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 8 | \* | 0 | 27 | Mul |

---------------------------------------------------------------------------

| 8 |aaaaaaaaaaaaaaa2 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 8 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 10 | for | 0 | 12 | For |

---------------------------------------------------------------------------

| 10 |aaaaaaaaaaaaaaa2 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 10 | <== | 0 | 24 | Assign |

---------------------------------------------------------------------------

| 10 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 10 | to | 0 | 13 | To |

---------------------------------------------------------------------------

| 10 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 10 | do | 0 | 15 | Do |

---------------------------------------------------------------------------

| 11 | write | 0 | 6 | Output |

---------------------------------------------------------------------------

| 11 |aaaaaaaaaaaaaaa2 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 11 | \* | 0 | 27 | Mul |

---------------------------------------------------------------------------

| 11 |aaaaaaaaaaaaaaa2 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 11 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 13 |xxxxxxxxxxxxxxxx | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 13 | <== | 0 | 24 | Assign |

---------------------------------------------------------------------------

| 13 | 0 | 0 | 23 | Number |

---------------------------------------------------------------------------

| 13 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 14 |ccccccccccccccc1 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 14 | <== | 0 | 24 | Assign |

---------------------------------------------------------------------------

| 14 | 0 | 0 | 23 | Number |

---------------------------------------------------------------------------

| 14 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 15 | while | 0 | 16 | While |

---------------------------------------------------------------------------

| 15 |ccccccccccccccc1 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 15 | << | 0 | 33 | Less |

---------------------------------------------------------------------------

| 15 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 16 | startblok | 0 | 1 | StartProgram |

---------------------------------------------------------------------------

| 17 |ccccccccccccccc2 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 17 | <== | 0 | 24 | Assign |

---------------------------------------------------------------------------

| 17 | 0 | 0 | 23 | Number |

---------------------------------------------------------------------------

| 17 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 18 | while | 0 | 16 | While |

---------------------------------------------------------------------------

| 18 |ccccccccccccccc2 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 18 | << | 0 | 33 | Less |

---------------------------------------------------------------------------

| 18 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 19 | startblok | 0 | 1 | StartProgram |

---------------------------------------------------------------------------

| 20 |xxxxxxxxxxxxxxxx | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 20 | <== | 0 | 24 | Assign |

---------------------------------------------------------------------------

| 20 |xxxxxxxxxxxxxxxx | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 20 | add | 0 | 25 | Add |

---------------------------------------------------------------------------

| 20 | 1 | 1 | 23 | Number |

---------------------------------------------------------------------------

| 20 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 21 |ccccccccccccccc2 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 21 | <== | 0 | 24 | Assign |

---------------------------------------------------------------------------

| 21 |ccccccccccccccc2 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 21 | add | 0 | 25 | Add |

---------------------------------------------------------------------------

| 21 | 1 | 1 | 23 | Number |

---------------------------------------------------------------------------

| 21 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 22 | endblok | 0 | 4 | EndProgram |

---------------------------------------------------------------------------

| 23 | end | 0 | 19 | End |

---------------------------------------------------------------------------

| 23 | while | 0 | 16 | While |

---------------------------------------------------------------------------

| 24 |ccccccccccccccc1 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 24 | <== | 0 | 24 | Assign |

---------------------------------------------------------------------------

| 24 |ccccccccccccccc1 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 24 | add | 0 | 25 | Add |

---------------------------------------------------------------------------

| 24 | 1 | 1 | 23 | Number |

---------------------------------------------------------------------------

| 24 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 25 | endblok | 0 | 4 | EndProgram |

---------------------------------------------------------------------------

| 26 | end | 0 | 19 | End |

---------------------------------------------------------------------------

| 26 | while | 0 | 16 | While |

---------------------------------------------------------------------------

| 27 | write | 0 | 6 | Output |

---------------------------------------------------------------------------

| 27 |xxxxxxxxxxxxxxxx | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 27 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 29 |xxxxxxxxxxxxxxxx | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 29 | <== | 0 | 24 | Assign |

---------------------------------------------------------------------------

| 29 | 0 | 0 | 23 | Number |

---------------------------------------------------------------------------

| 29 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 30 |ccccccccccccccc1 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 30 | <== | 0 | 24 | Assign |

---------------------------------------------------------------------------

| 30 | 1 | 1 | 23 | Number |

---------------------------------------------------------------------------

| 30 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 31 | repeat | 0 | 20 | Repeat |

---------------------------------------------------------------------------

| 32 | startblok | 0 | 1 | StartProgram |

---------------------------------------------------------------------------

| 33 |ccccccccccccccc2 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 33 | <== | 0 | 24 | Assign |

---------------------------------------------------------------------------

| 33 | 1 | 1 | 23 | Number |

---------------------------------------------------------------------------

| 33 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 34 | repeat | 0 | 20 | Repeat |

---------------------------------------------------------------------------

| 35 | startblok | 0 | 1 | StartProgram |

---------------------------------------------------------------------------

| 36 |xxxxxxxxxxxxxxxx | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 36 | <== | 0 | 24 | Assign |

---------------------------------------------------------------------------

| 36 |xxxxxxxxxxxxxxxx | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 36 | add | 0 | 25 | Add |

---------------------------------------------------------------------------

| 36 | 1 | 1 | 23 | Number |

---------------------------------------------------------------------------

| 36 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 37 |ccccccccccccccc2 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 37 | <== | 0 | 24 | Assign |

---------------------------------------------------------------------------

| 37 |ccccccccccccccc2 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 37 | add | 0 | 25 | Add |

---------------------------------------------------------------------------

| 37 | 1 | 1 | 23 | Number |

---------------------------------------------------------------------------

| 37 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 38 | endblok | 0 | 4 | EndProgram |

---------------------------------------------------------------------------

| 39 | until | 0 | 21 | Until |

---------------------------------------------------------------------------

| 39 | ! | 0 | 34 | Not |

---------------------------------------------------------------------------

| 39 | ( | 0 | 37 | LBraket |

---------------------------------------------------------------------------

| 39 |ccccccccccccccc2 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 39 | >> | 0 | 32 | Greate |

---------------------------------------------------------------------------

| 39 |bbbbbbbbbbbbbbbb | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 39 | ) | 0 | 38 | RBraket |

---------------------------------------------------------------------------

| 40 |ccccccccccccccc1 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 40 | <== | 0 | 24 | Assign |

---------------------------------------------------------------------------

| 40 |ccccccccccccccc1 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 40 | add | 0 | 25 | Add |

---------------------------------------------------------------------------

| 40 | 1 | 1 | 23 | Number |

---------------------------------------------------------------------------

| 40 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 41 | endblok | 0 | 4 | EndProgram |

---------------------------------------------------------------------------

| 42 | until | 0 | 21 | Until |

---------------------------------------------------------------------------

| 42 | ! | 0 | 34 | Not |

---------------------------------------------------------------------------

| 42 | ( | 0 | 37 | LBraket |

---------------------------------------------------------------------------

| 42 |ccccccccccccccc1 | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 42 | >> | 0 | 32 | Greate |

---------------------------------------------------------------------------

| 42 |aaaaaaaaaaaaaaaa | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 42 | ) | 0 | 38 | RBraket |

---------------------------------------------------------------------------

| 43 | write | 0 | 6 | Output |

---------------------------------------------------------------------------

| 43 |xxxxxxxxxxxxxxxx | 0 | 22 | Identifier |

---------------------------------------------------------------------------

| 43 | ; | 0 | 39 | Semicolon |

---------------------------------------------------------------------------

| 45 | endblok | 0 | 4 | EndProgram |

---------------------------------------------------------------------------

**Додаток Б. Код на мові C,** **отриманий на виході транслятора для тестових прикладів**

**Prog1.c**

#include <stdio.h>

#include <stdlib.h>

int main()

{

int aaaaaaaaaaaaaaaa, bbbbbbbbbbbbbbbb, xxxxxxxxxxxxxxxx, yyyyyyyyyyyyyyyy;

printf("Enter aaaaaaaaaaaaaaaa:");

scanf("%d", &aaaaaaaaaaaaaaaa);

printf("Enter bbbbbbbbbbbbbbbb:");

scanf("%d", &bbbbbbbbbbbbbbbb);

printf("%d\n", aaaaaaaaaaaaaaaa + bbbbbbbbbbbbbbbb);

printf("%d\n", aaaaaaaaaaaaaaaa - bbbbbbbbbbbbbbbb);

printf("%d\n", aaaaaaaaaaaaaaaa \* bbbbbbbbbbbbbbbb);

printf("%d\n", aaaaaaaaaaaaaaaa / bbbbbbbbbbbbbbbb);

printf("%d\n", aaaaaaaaaaaaaaaa % bbbbbbbbbbbbbbbb);

xxxxxxxxxxxxxxxx = (aaaaaaaaaaaaaaaa - bbbbbbbbbbbbbbbb) \* 10 + (aaaaaaaaaaaaaaaa + bbbbbbbbbbbbbbbb) / 10;

yyyyyyyyyyyyyyyy = xxxxxxxxxxxxxxxx + (xxxxxxxxxxxxxxxx % 10);

printf("%d\n", xxxxxxxxxxxxxxxx);

printf("%d\n", yyyyyyyyyyyyyyyy);

system("pause");

return 0;

}

**Prog2.c**

#include <stdio.h>

#include <stdlib.h>

int main()

{

int aaaaaaaaaaaaaaaa, bbbbbbbbbbbbbbbb, cccccccccccccccc;

printf("Enter aaaaaaaaaaaaaaaa:");

scanf("%d", &aaaaaaaaaaaaaaaa);

printf("Enter bbbbbbbbbbbbbbbb:");

scanf("%d", &bbbbbbbbbbbbbbbb);

printf("Enter cccccccccccccccc:");

scanf("%d", &cccccccccccccccc);

if ((aaaaaaaaaaaaaaaa > bbbbbbbbbbbbbbbb))

{

if ((aaaaaaaaaaaaaaaa > cccccccccccccccc))

{

goto Abigger;

}

else

{

printf("%d\n", cccccccccccccccc);

goto Outofif;

Abigger:

printf("%d\n", aaaaaaaaaaaaaaaa);

goto Outofif;

}

}

if ((bbbbbbbbbbbbbbbb < cccccccccccccccc))

{

printf("%d\n", cccccccccccccccc);

}

else

{

printf("%d\n", bbbbbbbbbbbbbbbb);

}

Outofif:

if (((aaaaaaaaaaaaaaaa == bbbbbbbbbbbbbbbb) && (aaaaaaaaaaaaaaaa == cccccccccccccccc) && (bbbbbbbbbbbbbbbb == cccccccccccccccc)))

{

printf("%d\n", 1);

}

else

{

printf("%d\n", 0);

}

if (((aaaaaaaaaaaaaaaa < 0) || (bbbbbbbbbbbbbbbb < 0) || (cccccccccccccccc < 0)))

{

printf("%d\n", -1);

}

else

{

printf("%d\n", 0);

}

if ((!(aaaaaaaaaaaaaaaa < (bbbbbbbbbbbbbbbb + cccccccccccccccc))))

{

printf("%d\n", (10));

}

else

{

printf("%d\n", (0));

}

system("pause");

return 0;

}

**Prog3.c**

#include <stdio.h>

#include <stdlib.h>

int main()

{

int aaaaaaaaaaaaaaaa, aaaaaaaaaaaaaaa2, bbbbbbbbbbbbbbbb, xxxxxxxxxxxxxxxx, ccccccccccccccc1, ccccccccccccccc2;

printf("Enter aaaaaaaaaaaaaaaa:");

scanf("%d", &aaaaaaaaaaaaaaaa);

printf("Enter bbbbbbbbbbbbbbbb:");

scanf("%d", &bbbbbbbbbbbbbbbb);

for (int aaaaaaaaaaaaaaa2 = aaaaaaaaaaaaaaaa; aaaaaaaaaaaaaaa2 <= bbbbbbbbbbbbbbbb; aaaaaaaaaaaaaaa2++)

printf("%d\n", aaaaaaaaaaaaaaa2 \* aaaaaaaaaaaaaaa2);

for (int aaaaaaaaaaaaaaa2 = bbbbbbbbbbbbbbbb; aaaaaaaaaaaaaaa2 <= aaaaaaaaaaaaaaaa; aaaaaaaaaaaaaaa2++)

printf("%d\n", aaaaaaaaaaaaaaa2 \* aaaaaaaaaaaaaaa2);

xxxxxxxxxxxxxxxx = 0;

ccccccccccccccc1 = 0;

while (ccccccccccccccc1 < aaaaaaaaaaaaaaaa)

{

{

ccccccccccccccc2 = 0;

while (ccccccccccccccc2 < bbbbbbbbbbbbbbbb)

{

{

xxxxxxxxxxxxxxxx = xxxxxxxxxxxxxxxx + 1;

ccccccccccccccc2 = ccccccccccccccc2 + 1;

}

}

ccccccccccccccc1 = ccccccccccccccc1 + 1;

}

}

printf("%d\n", xxxxxxxxxxxxxxxx);

xxxxxxxxxxxxxxxx = 0;

ccccccccccccccc1 = 1;

do

{

ccccccccccccccc2 = 1;

do

{

xxxxxxxxxxxxxxxx = xxxxxxxxxxxxxxxx + 1;

ccccccccccccccc2 = ccccccccccccccc2 + 1;

}

while (!(ccccccccccccccc2 > bbbbbbbbbbbbbbbb));

ccccccccccccccc1 = ccccccccccccccc1 + 1;

}

while (!(ccccccccccccccc1 > aaaaaaaaaaaaaaaa));

printf("%d\n", xxxxxxxxxxxxxxxx);

system("pause");

return 0;

}

**Додаток В. Абстрактне синткастичне дерево для тестових прикладів**

Тестова програма «Лінійний алгоритм»

|-- program

| |-- var

| | |-- yyyyyyyyyyyyyyyy

| | |-- var

| | | |-- xxxxxxxxxxxxxxxx

| | | |-- var

| | | | |-- bbbbbbbbbbbbbbbb

| | | | |-- var

| | | | | |-- aaaaaaaaaaaaaaaa

| |-- statement

| | |-- statement

| | | |-- statement

| | | | |-- statement

| | | | | |-- statement

| | | | | | |-- statement

| | | | | | | |-- statement

| | | | | | | | |-- statement

| | | | | | | | | |-- statement

| | | | | | | | | | |-- statement

| | | | | | | | | | | |-- input

| | | | | | | | | | | | |-- aaaaaaaaaaaaaaaa

| | | | | | | | | | | |-- input

| | | | | | | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | | | | | | |-- output

| | | | | | | | | | | |-- +

| | | | | | | | | | | | |-- aaaaaaaaaaaaaaaa

| | | | | | | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | | | | | |-- output

| | | | | | | | | | |-- -

| | | | | | | | | | | |-- aaaaaaaaaaaaaaaa

| | | | | | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | | | | |-- output

| | | | | | | | | |-- \*

| | | | | | | | | | |-- aaaaaaaaaaaaaaaa

| | | | | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | | | |-- output

| | | | | | | | |-- /

| | | | | | | | | |-- aaaaaaaaaaaaaaaa

| | | | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | | |-- output

| | | | | | | |-- %

| | | | | | | | |-- aaaaaaaaaaaaaaaa

| | | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | |-- <==

| | | | | | |-- xxxxxxxxxxxxxxxx

| | | | | | |-- +

| | | | | | | |-- \*

| | | | | | | | |-- -

| | | | | | | | | |-- aaaaaaaaaaaaaaaa

| | | | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | | | | |-- 10

| | | | | | | |-- /

| | | | | | | | |-- +

| | | | | | | | | |-- aaaaaaaaaaaaaaaa

| | | | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | | | | |-- 10

| | | | |-- <==

| | | | | |-- yyyyyyyyyyyyyyyy

| | | | | |-- +

| | | | | | |-- xxxxxxxxxxxxxxxx

| | | | | | |-- %

| | | | | | | |-- xxxxxxxxxxxxxxxx

| | | | | | | |-- 10

| | | |-- output

| | | | |-- xxxxxxxxxxxxxxxx

| | |-- output

| | | |-- yyyyyyyyyyyyyyyy

Тестова програма «Алгоритм з розгалуженням»

|-- program

| |-- var

| | |-- cccccccccccccccc

| | |-- var

| | | |-- bbbbbbbbbbbbbbbb

| | | |-- var

| | | | |-- aaaaaaaaaaaaaaaa

| |-- statement

| | |-- statement

| | | |-- statement

| | | | |-- statement

| | | | | |-- statement

| | | | | | |-- statement

| | | | | | | |-- statement

| | | | | | | | |-- statement

| | | | | | | | | |-- input

| | | | | | | | | | |-- aaaaaaaaaaaaaaaa

| | | | | | | | | |-- input

| | | | | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | | | | |-- input

| | | | | | | | | |-- cccccccccccccccc

| | | | | | | |-- if

| | | | | | | | |-- >>

| | | | | | | | | |-- aaaaaaaaaaaaaaaa

| | | | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | | | | |-- branches

| | | | | | | | | |-- compound

| | | | | | | | | | |-- if

| | | | | | | | | | | |-- >>

| | | | | | | | | | | | |-- aaaaaaaaaaaaaaaa

| | | | | | | | | | | | |-- cccccccccccccccc

| | | | | | | | | | | |-- branches

| | | | | | | | | | | | |-- compound

| | | | | | | | | | | | | |-- goto

| | | | | | | | | | | | | | |-- Abigger

| | | | | | | | | | | | |-- compound

| | | | | | | | | | | | | |-- statement

| | | | | | | | | | | | | | |-- statement

| | | | | | | | | | | | | | | |-- statement

| | | | | | | | | | | | | | | | |-- statement

| | | | | | | | | | | | | | | | | |-- output

| | | | | | | | | | | | | | | | | | |-- cccccccccccccccc

| | | | | | | | | | | | | | | | | |-- goto

| | | | | | | | | | | | | | | | | | |-- Outofif

| | | | | | | | | | | | | | | | |-- Abigger

| | | | | | | | | | | | | | | |-- output

| | | | | | | | | | | | | | | | |-- aaaaaaaaaaaaaaaa

| | | | | | | | | | | | | | |-- goto

| | | | | | | | | | | | | | | |-- Outofif

| | | | | | |-- if

| | | | | | | |-- <<

| | | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | | | | |-- cccccccccccccccc

| | | | | | | |-- branches

| | | | | | | | |-- compound

| | | | | | | | | |-- output

| | | | | | | | | | |-- cccccccccccccccc

| | | | | | | | |-- compound

| | | | | | | | | |-- output

| | | | | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | |-- Outofif

| | | | |-- if

| | | | | |-- &

| | | | | | |-- &

| | | | | | | |-- ==

| | | | | | | | |-- aaaaaaaaaaaaaaaa

| | | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | | | |-- ==

| | | | | | | | |-- aaaaaaaaaaaaaaaa

| | | | | | | | |-- cccccccccccccccc

| | | | | | |-- ==

| | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | | | |-- cccccccccccccccc

| | | | | |-- branches

| | | | | | |-- compound

| | | | | | | |-- output

| | | | | | | | |-- 1

| | | | | | |-- compound

| | | | | | | |-- output

| | | | | | | | |-- 0

| | | |-- if

| | | | |-- |

| | | | | |-- |

| | | | | | |-- <<

| | | | | | | |-- aaaaaaaaaaaaaaaa

| | | | | | | |-- 0

| | | | | | |-- <<

| | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | | | |-- 0

| | | | | |-- <<

| | | | | | |-- cccccccccccccccc

| | | | | | |-- 0

| | | | |-- branches

| | | | | |-- compound

| | | | | | |-- output

| | | | | | | |-- -

| | | | | | | | |-- 0

| | | | | | | | |-- 1

| | | | | |-- compound

| | | | | | |-- output

| | | | | | | |-- 0

| | |-- if

| | | |-- !

| | | | |-- <<

| | | | | |-- aaaaaaaaaaaaaaaa

| | | | | |-- +

| | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | | |-- cccccccccccccccc

| | | |-- branches

| | | | |-- compound

| | | | | |-- output

| | | | | | |-- 10

| | | | |-- compound

| | | | | |-- output

| | | | | | |-- 0

Тестова програма «Циклічний алгоритм»

|-- program

| |-- var

| | |-- ccccccccccccccc2

| | |-- var

| | | |-- ccccccccccccccc1

| | | |-- var

| | | | |-- xxxxxxxxxxxxxxxx

| | | | |-- var

| | | | | |-- bbbbbbbbbbbbbbbb

| | | | | |-- var

| | | | | | |-- aaaaaaaaaaaaaaa2

| | | | | | |-- var

| | | | | | | |-- aaaaaaaaaaaaaaaa

| |-- statement

| | |-- statement

| | | |-- statement

| | | | |-- statement

| | | | | |-- statement

| | | | | | |-- statement

| | | | | | | |-- statement

| | | | | | | | |-- statement

| | | | | | | | | |-- statement

| | | | | | | | | | |-- statement

| | | | | | | | | | | |-- statement

| | | | | | | | | | | | |-- input

| | | | | | | | | | | | | |-- aaaaaaaaaaaaaaaa

| | | | | | | | | | | | |-- input

| | | | | | | | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | | | | | | | |-- for-to

| | | | | | | | | | | | |-- <==

| | | | | | | | | | | | | |-- aaaaaaaaaaaaaaa2

| | | | | | | | | | | | | |-- aaaaaaaaaaaaaaaa

| | | | | | | | | | | | |-- body

| | | | | | | | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | | | | | | | | | |-- output

| | | | | | | | | | | | | | |-- \*

| | | | | | | | | | | | | | | |-- aaaaaaaaaaaaaaa2

| | | | | | | | | | | | | | | |-- aaaaaaaaaaaaaaa2

| | | | | | | | | | |-- for-to

| | | | | | | | | | | |-- <==

| | | | | | | | | | | | |-- aaaaaaaaaaaaaaa2

| | | | | | | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | | | | | | | |-- body

| | | | | | | | | | | | |-- aaaaaaaaaaaaaaaa

| | | | | | | | | | | | |-- output

| | | | | | | | | | | | | |-- \*

| | | | | | | | | | | | | | |-- aaaaaaaaaaaaaaa2

| | | | | | | | | | | | | | |-- aaaaaaaaaaaaaaa2

| | | | | | | | | |-- <==

| | | | | | | | | | |-- xxxxxxxxxxxxxxxx

| | | | | | | | | | |-- 0

| | | | | | | | |-- <==

| | | | | | | | | |-- ccccccccccccccc1

| | | | | | | | | |-- 0

| | | | | | | |-- while

| | | | | | | | |-- <<

| | | | | | | | | |-- ccccccccccccccc1

| | | | | | | | | |-- aaaaaaaaaaaaaaaa

| | | | | | | | |-- statement

| | | | | | | | | |-- compound

| | | | | | | | | | |-- statement

| | | | | | | | | | | |-- statement

| | | | | | | | | | | | |-- <==

| | | | | | | | | | | | | |-- ccccccccccccccc2

| | | | | | | | | | | | | |-- 0

| | | | | | | | | | | | |-- while

| | | | | | | | | | | | | |-- <<

| | | | | | | | | | | | | | |-- ccccccccccccccc2

| | | | | | | | | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | | | | | | | | | |-- statement

| | | | | | | | | | | | | | |-- compound

| | | | | | | | | | | | | | | |-- statement

| | | | | | | | | | | | | | | | |-- <==

| | | | | | | | | | | | | | | | | |-- xxxxxxxxxxxxxxxx

| | | | | | | | | | | | | | | | | |-- +

| | | | | | | | | | | | | | | | | | |-- xxxxxxxxxxxxxxxx

| | | | | | | | | | | | | | | | | | |-- 1

| | | | | | | | | | | | | | | | |-- <==

| | | | | | | | | | | | | | | | | |-- ccccccccccccccc2

| | | | | | | | | | | | | | | | | |-- +

| | | | | | | | | | | | | | | | | | |-- ccccccccccccccc2

| | | | | | | | | | | | | | | | | | |-- 1

| | | | | | | | | | | |-- <==

| | | | | | | | | | | | |-- ccccccccccccccc1

| | | | | | | | | | | | |-- +

| | | | | | | | | | | | | |-- ccccccccccccccc1

| | | | | | | | | | | | | |-- 1

| | | | | | |-- output

| | | | | | | |-- xxxxxxxxxxxxxxxx

| | | | | |-- <==

| | | | | | |-- xxxxxxxxxxxxxxxx

| | | | | | |-- 0

| | | | |-- <==

| | | | | |-- ccccccccccccccc1

| | | | | |-- 1

| | | |-- repeat-until

| | | | |-- body

| | | | | |-- compound

| | | | | | |-- statement

| | | | | | | |-- statement

| | | | | | | | |-- <==

| | | | | | | | | |-- ccccccccccccccc2

| | | | | | | | | |-- 1

| | | | | | | | |-- repeat-until

| | | | | | | | | |-- body

| | | | | | | | | | |-- compound

| | | | | | | | | | | |-- statement

| | | | | | | | | | | | |-- <==

| | | | | | | | | | | | | |-- xxxxxxxxxxxxxxxx

| | | | | | | | | | | | | |-- +

| | | | | | | | | | | | | | |-- xxxxxxxxxxxxxxxx

| | | | | | | | | | | | | | |-- 1

| | | | | | | | | | | | |-- <==

| | | | | | | | | | | | | |-- ccccccccccccccc2

| | | | | | | | | | | | | |-- +

| | | | | | | | | | | | | | |-- ccccccccccccccc2

| | | | | | | | | | | | | | |-- 1

| | | | | | | | | |-- !

| | | | | | | | | | |-- >>

| | | | | | | | | | | |-- ccccccccccccccc2

| | | | | | | | | | | |-- bbbbbbbbbbbbbbbb

| | | | | | | |-- <==

| | | | | | | | |-- ccccccccccccccc1

| | | | | | | | |-- +

| | | | | | | | | |-- ccccccccccccccc1

| | | | | | | | | |-- 1

| | | | |-- !

| | | | | |-- >>

| | | | | | |-- ccccccccccccccc1

| | | | | | |-- aaaaaaaaaaaaaaaa

| | |-- output

| | | |-- xxxxxxxxxxxxxxxx

**Додаток Г.** **Документований текст програмних модулів (лістинги)**

**translator.h**

#pragma once

#define MAX\_TOKENS 1000

#define MAX\_IDENTIFIER 10

extern unsigned int NumberOfTokens;

// перерахування, яке описує всі можливі типи лексем

enum TypeOfTokens

{

StartProgram,

StartBlok,

Variable,

Type,

EndBlok,

Input,

Output,

If,

Then,

Else,

Goto,

Label,

For,

To,

DownTo,

Do,

While,

Exit,

Continue,

End,

Repeat,

Until,

Identifier,

Number,

Assign,

Add,

Sub,

Mul,

Div,

Mod,

Mod1,

Mod2,

Equality,

NotEquality,

Greate,

Less,

Not,

And,

Or,

LBraket,

RBraket,

Semicolon,

Colon,

Comma,

Minus,

Unknown

};

// структура для зберігання інформації про лексему

struct Token

{

char name[32]; // ім'я лексеми

int value; // значення лексеми (для цілих констант)

int line; // номер рядка

TypeOfTokens type; // тип лексеми

};

// структура для зберігання інформації про ідентифікатор

struct Id

{

char name[32];

};

// перерахування, яке описує стани лексичного аналізатора

enum States

{

Start, // початок виділення чергової лексеми

Finish, // кінець виділення чергової лексеми

Letter, // опрацювання слів (ключові слова і ідентифікатори)

Digit, // опрацювання цифри

Separators, // видалення пробілів, символів табуляції і переходу на новий рядок

Another, // опрацювання інших символів

EndOfFile, // кінець файлу

SComment, // початок коментаря

Comment // видалення коментаря

};

// перерахування, яке описує всі можливі вузли абстрактного синтаксичного дерева

enum TypeOfNodes

{

program\_node,

var\_node,

input\_node,

output\_node,

if\_node,

then\_node,

goto\_node,

label\_node,

for\_to\_node,

for\_downto\_node,

while\_node,

exit\_while\_node,

continue\_while\_node,

repeat\_until\_node,

sequence\_node,

id\_node,

num\_node,

assign\_node,

add\_node,

sub\_node,

mul\_node,

div\_node,

mod\_node,

or\_node,

and\_node,

not\_node,

cmp\_node,

statement\_node,

compount\_node

};

// структура, яка описує вузол абстрактного синтаксичного дерева (AST)

struct ASTNode

{

TypeOfNodes nodetype; // Тип вузла

char name[32]; // Ім'я вузла

struct ASTNode\* left; // Лівий нащадок

struct ASTNode\* right; // Правий нащадок

};

// функція отримує лексеми з вхідного файлу F і записує їх у таблицю лексем TokenTable

// результат функції - кількість лексем

unsigned int GetTokens(FILE\* F, Token TokenTable[], FILE\* errFile);

// функція друкує таблицю лексем на екран

void PrintTokens(Token TokenTable[], unsigned int TokensNum);

// функція друкує таблицю лексем у файл

void PrintTokensToFile(char\* FileName, Token TokenTable[], unsigned int TokensNum);

// синтаксичний аналіз методом рекурсивного спуску

// вхідні дані - глобальна таблиця лексем TokenTable

void Parser(FILE\* errFile);

// функція синтаксичного аналізу і створення абстрактного синтаксичного дерева

ASTNode\* ParserAST();

// функція знищення дерева

void destroyTree(ASTNode\* root);

// функція для друку AST у вигляді дерева на екран

void PrintAST(ASTNode\* node, int level);

// функція для друку AST у вигляді дерева у файл

void PrintASTToFile(ASTNode\* node, int level, FILE\* outFile);

// Рекурсивна функція для генерації коду з AST

void generateCodefromAST(ASTNode\* node, FILE\* output);

// функція для генерації коду

void generateCCode(FILE\* outFile);

void compile\_to\_exe(const char\* source\_file, const char\* output\_file);

**ast.cpp**

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include "translator.h"

#include <iostream>

// таблиця лексем

extern Token\* TokenTable;

// кількість лексем

extern unsigned int TokensNum;

static int pos = 0;

// функція створення вузла AST

ASTNode\* createNode(TypeOfNodes type, const char\* name, ASTNode\* left, ASTNode\* right)

{

ASTNode\* node = (ASTNode\*)malloc(sizeof(ASTNode));

node->nodetype = type;

strcpy\_s(node->name, name);

node->left = left;

node->right = right;

return node;

}

// функція знищення дерева

void destroyTree(ASTNode\* root)

{

if (root == NULL)

return;

// Рекурсивно знищуємо ліве і праве піддерево

destroyTree(root->left);

destroyTree(root->right);

// Звільняємо пам'ять для поточного вузла

free(root);

}

// набір функцій для рекурсивного спуску

// на кожне правило - окрема функція

ASTNode\* program();

ASTNode\* variable\_declaration();

ASTNode\* variable\_list();

ASTNode\* program\_body();

ASTNode\* statement();

ASTNode\* assignment();

ASTNode\* arithmetic\_expression();

ASTNode\* term();

ASTNode\* factor();

ASTNode\* input();

ASTNode\* output();

ASTNode\* conditional();

ASTNode\* goto\_statement();

ASTNode\* label\_statement();

ASTNode\* for\_to\_do();

ASTNode\* for\_downto\_do();

ASTNode\* while\_statement();

ASTNode\* repeat\_until();

ASTNode\* logical\_expression();

ASTNode\* and\_expression();

ASTNode\* comparison();

ASTNode\* compound\_statement();

// функція синтаксичного аналізу і створення абстрактного синтаксичного дерева

ASTNode\* ParserAST()

{

ASTNode\* tree = program();

printf("\nParsing completed. AST created.\n");

return tree;

}

static void match(TypeOfTokens expectedType)

{

if (TokenTable[pos].type == expectedType)

pos++;

else

{

printf("\nSyntax error in line %d: Expected another type of lexeme.\n", TokenTable[pos].line);

std::cout << "AST Type: " << TokenTable[pos].type << std::endl;

std::cout << "AST Expected type:" << expectedType << std::endl;

exit(10);

}

}

// <програма> = 'start' 'var' <оголошення змінних> ';' <тіло програми> 'stop'

ASTNode\* program()

{

match(StartProgram);

match(StartBlok);

match(Variable);

ASTNode\* declarations = variable\_declaration();

match(Semicolon);

ASTNode\* body = program\_body();

match(EndBlok);

return createNode(program\_node, "program", declarations, body);

}

// <оголошення змінних> = [<тип даних> <список змінних>]

ASTNode\* variable\_declaration()

{

if (TokenTable[pos].type == Type)

{

pos++;

return variable\_list();

}

return NULL;

}

// <список змінних> = <ідентифікатор> { ',' <ідентифікатор> }

ASTNode\* variable\_list()

{

match(Identifier);

ASTNode\* id = createNode(id\_node, TokenTable[pos - 1].name, NULL, NULL);

ASTNode\* list = list = createNode(var\_node, "var", id, NULL);

while (TokenTable[pos].type == Comma)

{

match(Comma);

match(Identifier);

id = createNode(id\_node, TokenTable[pos - 1].name, NULL, NULL);

list = createNode(var\_node, "var", id, list);

}

return list;

}

// <тіло програми> = <оператор> ';' { <оператор> ';' }

ASTNode\* program\_body()

{

ASTNode\* stmt = statement();

//match(Semicolon);

ASTNode\* body = stmt;

while (TokenTable[pos].type != EndBlok)

{

ASTNode\* nextStmt = statement();

body = createNode(statement\_node, "statement", body, nextStmt);

}

return body;

}

// <оператор> = <присвоєння> | <ввід> | <вивід> | <умовний оператор> | <складений оператор>

ASTNode\* statement()

{

switch (TokenTable[pos].type)

{

case Input: return input();

case Output: return output();

case If: return conditional();

case StartProgram: return compound\_statement();

case Goto: return goto\_statement();

case Label: return label\_statement();

case For:

{

int temp\_pos = pos + 1;

while (TokenTable[temp\_pos].type != To && TokenTable[temp\_pos].type != DownTo && temp\_pos < TokensNum)

{

temp\_pos++;

}

if (TokenTable[temp\_pos].type == To)

{

return for\_to\_do();

}

else if (TokenTable[temp\_pos].type == DownTo)

{

return for\_downto\_do();

}

else

{

printf("Error: Expected 'To' or 'DownTo' after 'For'\n");

exit(1);

}

}

case While: return while\_statement();

case Exit:

match(Exit);

match(While);

return createNode(exit\_while\_node, "exit-while", NULL, NULL);

case Continue:

match(Continue);

match(While);

return createNode(continue\_while\_node, "continue-while", NULL, NULL);

case Repeat: return repeat\_until();

default: return assignment();

}

}

// <присвоєння> = <ідентифікатор> ':=' <арифметичний вираз>

ASTNode\* assignment()

{

ASTNode\* id = createNode(id\_node, TokenTable[pos].name, NULL, NULL);

match(Identifier);

match(Assign);

ASTNode\* expr = arithmetic\_expression();

match(Semicolon);

return createNode(assign\_node, "<==", id, expr);

}

// <арифметичний вираз> = <доданок> { ('+' | '-') <доданок> }

ASTNode\* arithmetic\_expression()

{

ASTNode\* left = term();

while (TokenTable[pos].type == Add || TokenTable[pos].type == Sub)

{

TypeOfTokens op = TokenTable[pos].type;

match(op);

ASTNode\* right = term();

if (op == Add)

left = createNode(add\_node, "+", left, right);

else

left = createNode(sub\_node, "-", left, right);

}

return left;

}

// <доданок> = <множник> { ('\*' | '/') <множник> }

ASTNode\* term()

{

ASTNode\* left = factor();

while (TokenTable[pos].type == Mul || TokenTable[pos].type == Div || TokenTable[pos].type == Mod)

{

TypeOfTokens op = TokenTable[pos].type;

match(op);

ASTNode\* right = factor();

if (op == Mul)

left = createNode(mul\_node, "\*", left, right);

if (op == Div)

left = createNode(div\_node, "/", left, right);

if (op == Mod)

left = createNode(mod\_node, "%", left, right);

}

return left;

}

// <множник> = <ідентифікатор> | <число> | '(' <арифметичний вираз> ')'

ASTNode\* factor()

{

if (TokenTable[pos].type == Identifier)

{

ASTNode\* id = createNode(id\_node, TokenTable[pos].name, NULL, NULL);

match(Identifier);

return id;

}

else

if (TokenTable[pos].type == Number)

{

ASTNode\* num = createNode(num\_node, TokenTable[pos].name, NULL, NULL);

match(Number);

return num;

}

else

if (TokenTable[pos].type == LBraket)

{

match(LBraket);

ASTNode\* expr = arithmetic\_expression();

match(RBraket);

return expr;

}

else

{

printf("\nSyntax error in line %d: A multiplier was expected.\n", TokenTable[pos].line);

exit(11);

}

}

// <ввід> = 'input' <ідентифікатор>

ASTNode\* input()

{

match(Input);

ASTNode\* id = createNode(id\_node, TokenTable[pos].name, NULL, NULL);

match(Identifier);

match(Semicolon);

return createNode(input\_node, "input", id, NULL);

}

// <вивід> = 'output' <ідентифікатор>

ASTNode\* output()

{

match(Output); // Match the "Output" token

ASTNode\* expr = NULL;

// Check for a negative number

if (TokenTable[pos].type == Minus && TokenTable[pos + 1].type == Number)

{

pos++; // Skip the 'Sub' token

expr = createNode(sub\_node, "-", createNode(num\_node, "0", NULL, NULL),

createNode(num\_node, TokenTable[pos].name, NULL, NULL));

match(Number); // Match the number token

}

else

{

// Parse the arithmetic expression

expr = arithmetic\_expression();

}

match(Semicolon); // Ensure the statement ends with a semicolon

// Create the output node with the parsed expression as its left child

return createNode(output\_node, "output", expr, NULL);

}

// <умовний оператор> = 'if' <логічний вираз> <оператор> [ 'else' <оператор> ]

ASTNode\* conditional()

{

match(If);

ASTNode\* condition = logical\_expression();

ASTNode\* ifBranch = statement();

ASTNode\* elseBranch = NULL;

if (TokenTable[pos].type == Else)

{

match(Else);

elseBranch = statement();

}

return createNode(if\_node, "if", condition, createNode(statement\_node, "branches", ifBranch, elseBranch));

}

ASTNode\* goto\_statement()

{

match(Goto);

if (TokenTable[pos].type == Identifier)

{

ASTNode\* label = createNode(label\_node, TokenTable[pos].name, NULL, NULL);

match(Identifier);

match(Semicolon);

return createNode(goto\_node, "goto", label, NULL);

}

else

{

printf("Syntax error: Expected a label after 'goto' at line %d.\n", TokenTable[pos].line);

exit(1);

}

}

ASTNode\* label\_statement()

{

match(Label);

ASTNode\* label = createNode(label\_node, TokenTable[pos - 1].name, NULL, NULL);

return label;

}

ASTNode\* for\_to\_do()

{

match(For);

if (TokenTable[pos].type != Identifier)

{

printf("Syntax error: Expected variable name after 'for' at line %d.\n", TokenTable[pos].line);

exit(1);

}

ASTNode\* var = createNode(id\_node, TokenTable[pos].name, NULL, NULL);

match(Identifier);

match(Assign);

ASTNode\* start = arithmetic\_expression();

match(To);

ASTNode\* end = arithmetic\_expression();

match(Do);

ASTNode\* body = statement();

// Повертаємо вузол циклу for-to

return createNode(for\_to\_node, "for-to",

createNode(assign\_node, "<==", var, start),

createNode(statement\_node, "body", end, body));

}

ASTNode\* for\_downto\_do()

{

// Очікуємо "for"

match(For);

// Очікуємо ідентифікатор змінної циклу

if (TokenTable[pos].type != Identifier)

{

printf("Syntax error: Expected variable name after 'for' at line %d.\n", TokenTable[pos].line);

exit(1);

}

ASTNode\* var = createNode(id\_node, TokenTable[pos].name, NULL, NULL);

match(Identifier);

match(Assign);

ASTNode\* start = arithmetic\_expression();

match(DownTo);

ASTNode\* end = arithmetic\_expression();

match(Do);

ASTNode\* body = statement();

// Повертаємо вузол циклу for-to

return createNode(for\_downto\_node, "for-downto",

createNode(assign\_node, "<==", var, start),

createNode(statement\_node, "body", end, body));

}

ASTNode\* while\_statement()

{

match(While);

ASTNode\* condition = logical\_expression();

// Parse the body of the While loop

ASTNode\* body = NULL;

while (1) // Process until "End While"

{

if (TokenTable[pos].type == End)

{

match(End);

match(While);

break; // End of the While loop

}

else

{

// Delegate to the `statement` function

ASTNode\* stmt = statement();

body = createNode(statement\_node, "statement", body, stmt);

}

}

return createNode(while\_node, "while", condition, body);

}

// Updated variable validation logic

ASTNode\* validate\_identifier()

{

const char\* identifierName = TokenTable[pos].name;

// Check if the identifier was declared

bool declared = false;

for (unsigned int i = 0; i < TokensNum; i++)

{

if (TokenTable[i].type == Variable && !strcmp(TokenTable[i].name, identifierName))

{

declared = true;

break;

}

}

if (!declared && (pos == 0 || TokenTable[pos - 1].type != Goto))

{

printf("Syntax error: Undeclared identifier '%s' at line %d.\n", identifierName, TokenTable[pos].line);

exit(1);

}

match(Identifier);

return createNode(id\_node, identifierName, NULL, NULL);

}

ASTNode\* repeat\_until()

{

match(Repeat);

ASTNode\* body = NULL;

ASTNode\* stmt = statement();

body = createNode(statement\_node, "body", body, stmt);

//pos++;

match(Until);

ASTNode\* condition = logical\_expression();

return createNode(repeat\_until\_node, "repeat-until", body, condition);

}

// <логічний вираз> = <вираз І> { '|' <вираз І> }

ASTNode\* logical\_expression()

{

ASTNode\* left = and\_expression();

while (TokenTable[pos].type == Or)

{

match(Or);

ASTNode\* right = and\_expression();

left = createNode(or\_node, "|", left, right);

}

return left;

}

// <вираз І> = <порівняння> { '&' <порівняння> }

ASTNode\* and\_expression()

{

ASTNode\* left = comparison();

while (TokenTable[pos].type == And)

{

match(And);

ASTNode\* right = comparison();

left = createNode(and\_node, "&", left, right);

}

return left;

}

// <порівняння> = <операція порівняння> | ‘!‘ ‘(‘ <логічний вираз> ‘)‘ | ‘(‘ <логічний вираз> ‘)‘

// <операція порівняння> = <арифметичний вираз> <менше-більше> <арифметичний вираз>

// <менше-більше> = ‘>‘ | ‘<‘ | ‘=‘ | ‘<>‘

ASTNode\* comparison()

{

if (TokenTable[pos].type == Not)

{

// Варіант: ! (<логічний вираз>)

match(Not);

match(LBraket);

ASTNode\* expr = logical\_expression();

match(RBraket);

return createNode(not\_node, "!", expr, NULL);

}

else

if (TokenTable[pos].type == LBraket)

{

// Варіант: ( <логічний вираз> )

match(LBraket);

ASTNode\* expr = logical\_expression();

match(RBraket);

return expr; // Повертаємо вираз у дужках як піддерево

}

else

{

// Варіант: <арифметичний вираз> <менше-більше> <арифметичний вираз>

ASTNode\* left = arithmetic\_expression();

if (TokenTable[pos].type == Greate || TokenTable[pos].type == Less ||

TokenTable[pos].type == Equality || TokenTable[pos].type == NotEquality)

{

TypeOfTokens op = TokenTable[pos].type;

char operatorName[16];

strcpy\_s(operatorName, TokenTable[pos].name);

match(op);

ASTNode\* right = arithmetic\_expression();

return createNode(cmp\_node, operatorName, left, right);

}

else

{

printf("\nSyntax error: A comparison operation is expected.\n");

exit(12);

}

}

}

// <складений оператор> = 'start' <тіло програми> 'stop'

ASTNode\* compound\_statement()

{

match(StartProgram);

ASTNode\* body = program\_body();

match(EndBlok);

return createNode(compount\_node, "compound", body, NULL);

}

// функція для друку AST у вигляді дерева на екран

void PrintAST(ASTNode\* node, int level)

{

if (node == NULL)

return;

// Відступи для позначення рівня вузла

for (int i = 0; i < level; i++)

printf("| ");

// Виводимо інформацію про вузол

printf("|-- %s", node->name);

printf("\n");

// Рекурсивний друк лівого та правого піддерева

if (node->left || node->right)

{

PrintAST(node->left, level + 1);

PrintAST(node->right, level + 1);

}

}

// функція для друку AST у вигляді дерева у файл

void PrintASTToFile(ASTNode\* node, int level, FILE\* outFile)

{

if (node == NULL)

return;

// Відступи для позначення рівня вузла

for (int i = 0; i < level; i++)

fprintf(outFile, "| ");

// Виводимо інформацію про вузол

fprintf(outFile, "|-- %s", node->name);

fprintf(outFile, "\n");

// Рекурсивний друк лівого та правого піддерева

if (node->left || node->right)

{

PrintASTToFile(node->left, level + 1, outFile);

PrintASTToFile(node->right, level + 1, outFile);

}

}

**compile.cpp**

#include <Windows.h>

#include <stdio.h>

#include <string>

#include <fstream>

#define SCOPE\_EXIT\_CAT2(x, y) x##y

#define SCOPE\_EXIT\_CAT(x, y) SCOPE\_EXIT\_CAT2(x, y)

#define SCOPE\_EXIT auto SCOPE\_EXIT\_CAT(scopeExit\_, \_\_COUNTER\_\_) = Safe::MakeScopeExit() += [&]

namespace Safe

{

template <typename F>

class ScopeExit

{

using A = typename std::decay\_t<F>;

public:

explicit ScopeExit(A&& action) : \_action(std::move(action)) {}

~ScopeExit() { \_action(); }

ScopeExit() = delete;

ScopeExit(const ScopeExit&) = delete;

ScopeExit& operator=(const ScopeExit&) = delete;

ScopeExit(ScopeExit&&) = delete;

ScopeExit& operator=(ScopeExit&&) = delete;

ScopeExit(const A&) = delete;

ScopeExit(A&) = delete;

private:

A \_action;

};

struct MakeScopeExit

{

template <typename F>

ScopeExit<F> operator+=(F&& f)

{

return ScopeExit<F>(std::forward<F>(f));

}

};

}

bool is\_file\_accessible(const char\* file\_path)

{

std::ifstream file(file\_path);

return file.is\_open();

}

void compile\_to\_exe(const char\* source\_file, const char\* output\_file)

{

if (!is\_file\_accessible(source\_file))

{

printf("Error: Source file %s is not accessible.\n", source\_file);

return;

}

wchar\_t current\_dir[MAX\_PATH];

if (!GetCurrentDirectoryW(MAX\_PATH, current\_dir))

{

printf("Error retrieving current directory. Error code: %lu\n", GetLastError());

return;

}

//wprintf(L"CurrentDirectory: %s\n", current\_dir);

wchar\_t command[512];

\_snwprintf\_s(

command,

std::size(command),

L"compiler\\MinGW-master\\MinGW\\bin\\gcc.exe -std=c11 \"%s\\%S\" -o \"%s\\%S\"",

current\_dir, source\_file, current\_dir, output\_file

);

//wprintf(L"Command: %s\n", command);

STARTUPINFO si = { 0 };

PROCESS\_INFORMATION pi = { 0 };

si.cb = sizeof(si);

if (CreateProcessW(

NULL,

command,

NULL,

NULL,

FALSE,

0,

NULL,

current\_dir,

&si,

&pi

))

{

WaitForSingleObject(pi.hProcess, INFINITE);

DWORD exit\_code;

GetExitCodeProcess(pi.hProcess, &exit\_code);

if (exit\_code == 0)

{

wprintf(L"File successfully compiled into %s\\%S\n", current\_dir, output\_file);

}

else

{

wprintf(L"Compilation error for %s. Exit code: %lu\n", source\_file, exit\_code);

}

CloseHandle(pi.hProcess);

CloseHandle(pi.hThread);

}

else

{

DWORD error\_code = GetLastError();

wprintf(L"Failed to start compiler process. Error code: %lu\n", error\_code);

}

}

**codegen.cpp**

#include <stdio.h>

#include <string.h>

#include <stdlib.h>

#include "translator.h"

// таблиця лексем

extern Token\* TokenTable;

// кількість лексем

extern unsigned int TokensNum;

// таблиця ідентифікаторів

extern Id\* IdTable;

// кількість ідентифікаторів

extern unsigned int IdNum;

static int pos = 2;

// набір функцій для рекурсивного спуску

// на кожне правило - окрема функція

void gen\_variable\_declaration(FILE\* outFile);

void gen\_variable\_list(FILE\* outFile);

void gen\_program\_body(FILE\* outFile);

void gen\_statement(FILE\* outFile);

void gen\_assignment(FILE\* outFile);

void gen\_arithmetic\_expression(FILE\* outFile);

void gen\_term(FILE\* outFile);

void gen\_factor(FILE\* outFile);

void gen\_input(FILE\* outFile);

void gen\_output(FILE\* outFile);

void gen\_conditional(FILE\* outFile);

void gen\_goto\_statement(FILE\* outFile);

void gen\_label\_statement(FILE\* outFile);

void gen\_for\_to\_do(FILE\* outFile);

void gen\_for\_downto\_do(FILE\* outFile);

void gen\_while\_statement(FILE\* outFile);

void gen\_repeat\_until(FILE\* outFile);

void gen\_logical\_expression(FILE\* outFile);

void gen\_and\_expression(FILE\* outFile);

void gen\_comparison(FILE\* outFile);

void gen\_compound\_statement(FILE\* outFile);

void generateCCode(FILE\* outFile)

{

fprintf(outFile, "#include <stdio.h>\n");

fprintf(outFile, "#include <stdlib.h>\n\n");

fprintf(outFile, "int main() \n{\n");

gen\_variable\_declaration(outFile);

fprintf(outFile, ";\n");

pos++;

gen\_program\_body(outFile);

fprintf(outFile, " system(\"pause\");\n ");

fprintf(outFile, " return 0;\n");

fprintf(outFile, "}\n");

}

// <оголошення змінних> = [<тип даних> <список змінних>]

void gen\_variable\_declaration(FILE\* outFile)

{

if (TokenTable[pos + 1].type == Type)

{

fprintf(outFile, " int ");

pos++;

pos++;

gen\_variable\_list(outFile);

}

}

// <список змінних> = <ідентифікатор> { ',' <ідентифікатор> }

void gen\_variable\_list(FILE\* outFile)

{

fprintf(outFile, TokenTable[pos++].name);

while (TokenTable[pos].type == Comma)

{

fprintf(outFile, ", ");

pos++;

fprintf(outFile, TokenTable[pos++].name);

}

}

// <тіло програми> = <оператор> ';' { <оператор> ';' }

void gen\_program\_body(FILE\* outFile)

{

do

{

gen\_statement(outFile);

} while (TokenTable[pos].type != EndBlok);

}

// <оператор> = <присвоїння> | <ввід> | <вивід> | <умовний оператор> | <складений оператор>

void gen\_statement(FILE\* outFile)

{

switch (TokenTable[pos].type)

{

case Input: gen\_input(outFile); break;

case Output: gen\_output(outFile); break;

case If: gen\_conditional(outFile); break;

case StartProgram: gen\_compound\_statement(outFile); break;

case Goto: gen\_goto\_statement(outFile); break;

//case Label: gen\_label\_statement(outFile); break;

case For:

{

int temp\_pos = pos + 1;

while (TokenTable[temp\_pos].type != To && TokenTable[temp\_pos].type != DownTo && temp\_pos < TokensNum)

{

temp\_pos++;

}

if (TokenTable[temp\_pos].type == To)

{

gen\_for\_to\_do(outFile);

}

else if (TokenTable[temp\_pos].type == DownTo)

{

gen\_for\_downto\_do(outFile);

}

else

{

printf("Error: Expected 'To' or 'DownTo' after 'For'\n");

}

}

break;

case While: gen\_while\_statement(outFile); break;

case Exit:

fprintf(outFile, " break;\n");

pos += 2;

break;

case Continue:

fprintf(outFile, " continue;\n");

pos += 2;

break;

case Repeat: gen\_repeat\_until(outFile); break;

//default: gen\_assignment(outFile);

default:

if (TokenTable[pos + 1].type == Colon)

gen\_label\_statement(outFile);

else

gen\_assignment(outFile);

}

}

// <присвоїння> = <ідентифікатор> ':=' <арифметичний вираз>

void gen\_assignment(FILE\* outFile)

{

fprintf(outFile, " ");

fprintf(outFile, TokenTable[pos++].name);

fprintf(outFile, " = ");

pos++;

gen\_arithmetic\_expression(outFile);

//pos++;

fprintf(outFile, ";\n");

}

// <арифметичний вираз> = <доданок> { ('+' | '-') <доданок> }

void gen\_arithmetic\_expression(FILE\* outFile)

{

gen\_term(outFile);

while (TokenTable[pos].type == Add || TokenTable[pos].type == Sub)

{

if (TokenTable[pos].type == Add)

fprintf(outFile, " + ");

else

fprintf(outFile, " - ");

pos++;

gen\_term(outFile);

}

}

// <доданок> = <множник> { ('\*' | '/') <множник> }

void gen\_term(FILE\* outFile)

{

gen\_factor(outFile);

while (TokenTable[pos].type == Mul || TokenTable[pos].type == Div || TokenTable[pos].type == Mod)

{

if (TokenTable[pos].type == Mul)

fprintf(outFile, " \* ");

if (TokenTable[pos].type == Div)

fprintf(outFile, " / ");

if (TokenTable[pos].type == Mod)

fprintf(outFile, " %% ");

pos++;

gen\_factor(outFile);

}

}

// <множник> = <≥дентиф≥катор> | <число> | '(' <арифметичний вираз> ')'

void gen\_factor(FILE\* outFile)

{

if (TokenTable[pos].type == Identifier || TokenTable[pos].type == Number) {

if (TokenTable[pos - 1].type != Mod1 && TokenTable[pos - 1].type != Mod2) {

fprintf(outFile, TokenTable[pos++].name);

}

else

{

pos++;

}

}

else

if (TokenTable[pos].type == LBraket)

{

fprintf(outFile, "(");

pos++;

gen\_arithmetic\_expression(outFile);

fprintf(outFile, ")");

pos++;

}

}

// <вв≥д> = 'input' <≥дентиф≥катор>

void gen\_input(FILE\* outFile)

{

fprintf(outFile, " printf(\"Enter ");

fprintf(outFile, TokenTable[pos + 1].name);

fprintf(outFile, ":\");\n");

fprintf(outFile, " scanf(\"%%d\", &");

pos += 1;

fprintf(outFile, TokenTable[pos++].name);

fprintf(outFile, ");\n");

//pos++;

}

// <вив≥д> = 'output' <≥дентиф≥катор>

void gen\_output(FILE\* outFile)

{

pos++;

if (TokenTable[pos].type == Sub && TokenTable[pos + 1].type == Number)

{

fprintf(outFile, " printf(\"%%d\\n\", -%s);\n", TokenTable[pos + 1].name);

pos += 2;

}

else

{

fprintf(outFile, " printf(\"%%d\\n\", ");

gen\_arithmetic\_expression(outFile);

fprintf(outFile, ");\n");

}

//pos+=2;

}

// <умовний оператор> = 'if' <лог≥чний вираз> 'then' <оператор> [ 'else' <оператор> ]

void gen\_conditional(FILE\* outFile)

{

fprintf(outFile, " if (");

pos++;

gen\_logical\_expression(outFile);

fprintf(outFile, ")\n");

fprintf(outFile, "{\n");

while (TokenTable[pos].type != Semicolon)

{

gen\_statement(outFile);

}

fprintf(outFile, "}\n");

pos++;

if (TokenTable[pos].type == Else)

{

fprintf(outFile, " else\n");

pos++;

fprintf(outFile, "{\n");

do

{

gen\_statement(outFile);

} while (TokenTable[pos].type != Semicolon);

fprintf(outFile, "}\n");

pos++;

}

}

void gen\_goto\_statement(FILE\* outFile)

{

fprintf(outFile, " goto %s;\n", TokenTable[pos + 1].name);

pos += 2;

}

void gen\_label\_statement(FILE\* outFile)

{

fprintf(outFile, "%s:\n", TokenTable[pos].name);

pos++;

pos++;

}

void gen\_for\_to\_do(FILE\* outFile)

{

pos++;

char\* varName = TokenTable[pos].name;

fprintf(outFile, " for (");

fprintf(outFile, varName);

fprintf(outFile, " = ");

pos += 2;

fprintf(outFile, TokenTable[pos].name);

fprintf(outFile, "; ");

pos += 2;

fprintf(outFile, TokenTable[pos].name);

fprintf(outFile, " >= ");

fprintf(outFile, varName);

fprintf(outFile, "; ");

fprintf(outFile, varName);

fprintf(outFile, "++)\n {\n");

pos += 2;

do

{

gen\_statement(outFile);

} while (TokenTable[pos].type != Semicolon);

pos += 1;

fprintf(outFile, " }\n");

}

void gen\_for\_downto\_do(FILE\* outFile)

{

pos++;

char\* varName = TokenTable[pos].name;

fprintf(outFile, " for (");

fprintf(outFile, varName);

fprintf(outFile, " = ");

pos += 2;

fprintf(outFile, TokenTable[pos].name);

fprintf(outFile, "; ");

pos += 2;

fprintf(outFile, TokenTable[pos].name);

fprintf(outFile, " <= ");

fprintf(outFile, varName);

fprintf(outFile, "; ");

fprintf(outFile, varName);

fprintf(outFile, "--)\n {\n");

pos += 2;

do

{

gen\_statement(outFile);

} while (TokenTable[pos].type != Semicolon);

pos += 1;

fprintf(outFile, " }\n");

/\*int temp\_pos = pos + 1;

const char\* loop\_var = TokenTable[temp\_pos].name;

temp\_pos += 2;

fprintf(outFile, " for (int16\_t %s = ", loop\_var);

pos = temp\_pos;

gen\_arithmetic\_expression(outFile);

fprintf(outFile, "; ");

while (TokenTable[pos].type != DownTo && pos < TokensNum)

{

pos++;

}

if (TokenTable[pos].type == DownTo)

{

pos++;

fprintf(outFile, "%s >= ", loop\_var);

gen\_arithmetic\_expression(outFile);

}

else

{

printf("Error: Expected 'Downto' in For-Downto loop\n");

return;

}

fprintf(outFile, "; %s--)\n", loop\_var);

if (TokenTable[pos].type == Do)

{

pos++;

}

else

{

printf("Error: Expected 'Do' after 'Downto' clause\n");

return;

}

gen\_statement(outFile);\*/

}

void gen\_while\_statement(FILE\* outFile)

{

fprintf(outFile, " while (");

pos++;

gen\_logical\_expression(outFile);

fprintf(outFile, ")\n {\n");

while (pos < TokensNum)

{

if (TokenTable[pos].type == End && TokenTable[pos + 1].type == While)

{

pos += 2;

break;

}

else

{

gen\_statement(outFile);

if (TokenTable[pos].type == Semicolon)

{

pos++;

}

}

}

fprintf(outFile, " }\n");

}

void gen\_repeat\_until(FILE\* outFile)

{

fprintf(outFile, " do \n { \n ");

pos++;

do

{

gen\_statement(outFile);

} while (TokenTable[pos].type != Until);

fprintf(outFile, " \n } while (");

pos++;

gen\_logical\_expression(outFile);

fprintf(outFile, ");\n");

}

// <лог≥чний вираз> = <вираз ≤> { '|' <вираз ≤> }

void gen\_logical\_expression(FILE\* outFile)

{

gen\_and\_expression(outFile);

while (TokenTable[pos].type == Or)

{

fprintf(outFile, " || ");

pos++;

gen\_and\_expression(outFile);

}

}

// <вираз ≤> = <пор≥вн¤нн¤> { '&' <пор≥вн¤нн¤> }

void gen\_and\_expression(FILE\* outFile)

{

gen\_comparison(outFile);

while (TokenTable[pos].type == And)

{

fprintf(outFile, " && ");

pos++;

gen\_comparison(outFile);

}

}

// <пор≥вн¤нн¤> = <операц≥¤ пор≥вн¤нн¤> | С!С С(С <лог≥чний вираз> С)С | С(С <лог≥чний вираз> С)С

// <операц≥¤ пор≥вн¤нн¤> = <арифметичний вираз> <менше-б≥льше> <арифметичний вираз>

// <менше-б≥льше> = С>С | С<С | С=С | С<>С

void gen\_comparison(FILE\* outFile)

{

if (TokenTable[pos].type == Not)

{

// ¬ар≥ант: ! (<лог≥чний вираз>)

fprintf(outFile, "!(");

pos++;

pos++;

gen\_logical\_expression(outFile);

fprintf(outFile, ")");

pos++;

}

else

if (TokenTable[pos].type == LBraket)

{

// ¬ар≥ант: ( <лог≥чний вираз> )

fprintf(outFile, "(");

pos++;

gen\_logical\_expression(outFile);

fprintf(outFile, ")");

pos++;

}

else

{

// ¬ар≥ант: <арифметичний вираз> <менше-б≥льше> <арифметичний вираз>

gen\_arithmetic\_expression(outFile);

if (TokenTable[pos].type == Greate || TokenTable[pos].type == Less ||

TokenTable[pos].type == Equality || TokenTable[pos].type == NotEquality ||

TokenTable[pos].type == Mod1 || TokenTable[pos].type == Mod2)

{

switch (TokenTable[pos].type)

{

case Greate: fprintf(outFile, " > "); break;

case Less: fprintf(outFile, " < "); break;

case Equality: fprintf(outFile, " == "); break;

case NotEquality: fprintf(outFile, " != "); break;

case Mod1: fprintf(outFile, " \%% 2 == 1 "); break;

case Mod2: fprintf(outFile, " \%% 2 == 0 "); break;

}

pos++;

gen\_arithmetic\_expression(outFile);

}

}

}

// <складений оператор> = 'start' <т≥ло програми> 'stop'

void gen\_compound\_statement(FILE\* outFile)

{

fprintf(outFile, " {\n");

pos++;

gen\_program\_body(outFile);

fprintf(outFile, " }\n");

pos++;

}

**codegenfromast.cpp**

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include "translator.h"

// Рекурсивна функція для генерації коду з AST

void generateCodefromAST(ASTNode\* node, FILE\* outFile)

{

if (node == NULL)

return;

switch (node->nodetype)

{

case program\_node:

fprintf(outFile, "#include <stdio.h>\n#include <stdlib.h>\n\nint main() \n{\n");

generateCodefromAST(node->left, outFile); // Оголошення змінних

generateCodefromAST(node->right, outFile); // Тіло програми

fprintf(outFile, " system(\"pause\");\n ");

fprintf(outFile, " return 0;\n}\n");

break;

case var\_node:

// Якщо є права частина (інші змінні), додаємо коми і генеруємо для них код

if (node->right != NULL)

{

//fprintf(outFile, ", ");

generateCodefromAST(node->right, outFile); // Рекурсивно генеруємо код для інших змінних

}

fprintf(outFile, " int "); // Виводимо тип змінних (в даному випадку int)

generateCodefromAST(node->left, outFile);

fprintf(outFile, ";\n"); // Завершуємо оголошення змінних

break;

case id\_node:

fprintf(outFile, "%s", node->name);

break;

case num\_node:

fprintf(outFile, "%s", node->name);

break;

case assign\_node:

fprintf(outFile, " ");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " = ");

generateCodefromAST(node->right, outFile);

fprintf(outFile, ";\n");

break;

case add\_node:

fprintf(outFile, "(");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " + ");

generateCodefromAST(node->right, outFile);

fprintf(outFile, ")");

break;

case sub\_node:

fprintf(outFile, "(");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " - ");

generateCodefromAST(node->right, outFile);

fprintf(outFile, ")");

break;

case mul\_node:

fprintf(outFile, "(");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " \* ");

generateCodefromAST(node->right, outFile);

fprintf(outFile, ")");

break;

case mod\_node:

fprintf(outFile, "(");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " %% ");

generateCodefromAST(node->right, outFile);

fprintf(outFile, ")");

break;

case div\_node:

fprintf(outFile, "(");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " / ");

generateCodefromAST(node->right, outFile);

fprintf(outFile, ")");

break;

case input\_node:

fprintf(outFile, " printf(\"Enter ");

generateCodefromAST(node->left, outFile);

fprintf(outFile, ":\");\n");

fprintf(outFile, " scanf(\"%%d\", &");

generateCodefromAST(node->left, outFile);

fprintf(outFile, ");\n");

break;

case output\_node:

fprintf(outFile, " printf(\"%%d\\n\", ");

generateCodefromAST(node->left, outFile);

fprintf(outFile, ");\n");

break;

case if\_node:

fprintf(outFile, " if (");

generateCodefromAST(node->left, outFile);

fprintf(outFile, ") \n");

fprintf(outFile, "{ \n");

generateCodefromAST(node->right->left, outFile);

fprintf(outFile, "} \n");

if (node->right->right != NULL)

{

fprintf(outFile, " else{\n");

generateCodefromAST(node->right->right, outFile);

fprintf(outFile, "} \n");

}

break;

case goto\_node:

fprintf(outFile, " goto %s;\n", node->left->name);

break;

case label\_node:

fprintf(outFile, "%s:\n", node->name);

break;

case for\_to\_node:

fprintf(outFile, " for (int ");

generateCodefromAST(node->left->left, outFile);

fprintf(outFile, " = ");

generateCodefromAST(node->left->right, outFile);

fprintf(outFile, "; ");

generateCodefromAST(node->left->left, outFile);

fprintf(outFile, " <= ");

generateCodefromAST(node->right->left, outFile);

fprintf(outFile, "; ");

generateCodefromAST(node->left->left, outFile);

fprintf(outFile, "++)\n");

generateCodefromAST(node->right->right, outFile);

break;

case for\_downto\_node:

fprintf(outFile, " for (int ");

generateCodefromAST(node->left->left, outFile);

fprintf(outFile, " = ");

generateCodefromAST(node->left->right, outFile);

fprintf(outFile, "; ");

generateCodefromAST(node->left->left, outFile);

fprintf(outFile, " >= ");

generateCodefromAST(node->right->left, outFile);

fprintf(outFile, "; ");

generateCodefromAST(node->left->left, outFile);

fprintf(outFile, "--)\n");

generateCodefromAST(node->right->right, outFile);

break;

case while\_node:

fprintf(outFile, " while (");

generateCodefromAST(node->left, outFile);

fprintf(outFile, ")\n");

fprintf(outFile, " {\n");

generateCodefromAST(node->right, outFile);

fprintf(outFile, " }\n");

break;

case exit\_while\_node:

fprintf(outFile, " break;\n");

break;

case continue\_while\_node:

fprintf(outFile, " continue;\n");

break;

case repeat\_until\_node:

fprintf(outFile, " do\n");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " while (");

generateCodefromAST(node->right, outFile);

fprintf(outFile, ");\n");

break;

case sequence\_node:

fprintf(outFile, " \n");

generateCodefromAST(node->left, outFile);

//fprintf(outFile, " } while (");

generateCodefromAST(node->right, outFile);

//fprintf(outFile, ");\n");

break;

case or\_node:

fprintf(outFile, "(");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " || ");

generateCodefromAST(node->right, outFile);

fprintf(outFile, ")");

break;

case and\_node:

fprintf(outFile, "(");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " && ");

generateCodefromAST(node->right, outFile);

fprintf(outFile, ")");

break;

case not\_node:

fprintf(outFile, "!(");

generateCodefromAST(node->left, outFile);

fprintf(outFile, ")");

break;

case cmp\_node:

generateCodefromAST(node->left, outFile);

if (!strcmp(node->name, "=="))

fprintf(outFile, " == ");

else if (!strcmp(node->name, "<>"))

fprintf(outFile, " != ");

else

if (!strcmp(node->name, "Mod1")) {

fprintf(outFile, " %% 2 == 1 ");

generateCodefromAST(node->right->right, outFile);

break;

}

else

if (!strcmp(node->name, "Mod2")) {

fprintf(outFile, " %% 2 == 0 ");

generateCodefromAST(node->right->right, outFile);

break;

}

else

fprintf(outFile, " %s ", node->name);

generateCodefromAST(node->right, outFile);

break;

case statement\_node:

generateCodefromAST(node->left, outFile);

if (node->right != NULL)

generateCodefromAST(node->right, outFile);

break;

case compount\_node:

fprintf(outFile, " {\n");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " }\n");

break;

default:

fprintf(stderr, "Unknown node type: %d\n", node->nodetype);

break;

}

}

**lexer.cpp**

#include <stdlib.h>

#include <stdio.h>

#include <string.h>

#include "translator.h"

#include <locale>

unsigned int NumberOfTokens = 0;

// функція отримує лексеми з вхідного файлу F і записує їх у таблицю лексем TokenTable

// результат функції - кількість лексем

unsigned int GetTokens(FILE\* F, Token TokenTable[], FILE\* errFile)

{

States state = Start;

Token TempToken;

// кількість лексем

char ch, buf[32];

int line = 1;

// читання першого символу з файлу

ch = getc(F);

// пошук лексем

while (1)

{

switch (state)

{

// стан Start - початок виділення чергової лексеми

// якщо поточний символ маленька літера, то переходимо до стану Letter

// якщо поточний символ цифра, то переходимо до стану Digit

// якщо поточний символ пробіл, символ табуляції або переходу на новий рядок, то переходимо до стану Separators

// якщо поточний символ EOF (ознака кінця файлу), то переходимо до стану EndOfFile

// якщо поточний символ відмінний від попередніх, то переходимо до стану Another

case Start:

{

if (ch == EOF)

state = EndOfFile;

else

if ((ch <= 'z' && ch >= 'a') || (ch <= 'Z' && ch >= 'A') || ch == '\_')

state = Letter;

else

if (ch <= '9' && ch >= '0')

state = Digit;

else

if (ch == ' ' || ch == '\t' || ch == '\n')

state = Separators;

else

if (ch == '#')

state = SComment;

else

state = Another;

break;

}

// стан Finish - кінець виділення чергової лексеми і запис лексеми у таблицю лексем

case Finish:

{

if (NumberOfTokens < MAX\_TOKENS)

{

TokenTable[NumberOfTokens++] = TempToken;

if (ch != EOF)

state = Start;

else

state = EndOfFile;

}

else

{

printf("\n\t\t\ttoo many tokens !!!\n");

return NumberOfTokens - 1;

}

break;

}

// стан EndOfFile - кінець файлу, можна завершувати пошук лексем

case EndOfFile:

{

return NumberOfTokens;

}

// стан Letter - поточний символ - маленька літера, поточна лексема - ключове слово або ідентифікатор

case Letter:

{

buf[0] = ch;

int j = 1;

ch = getc(F);

while (((ch >= 'a' && ch <= 'z') || (ch >= 'A' && ch <= 'Z') ||

(ch >= '0' && ch <= '9') || ch == '\_' || ch == ':' || ch == '-') && j < 31)

{

buf[j++] = ch;

ch = getc(F);

}

buf[j] = '\0';

TypeOfTokens temp\_type = Unknown;

if (!strcmp(buf, "end"))

{

char next\_buf[16];

int next\_j = 0;

while (ch == ' ' || ch == '\t')

{

ch = getc(F);

}

while (((ch >= 'a' && ch <= 'z') || (ch >= 'A' && ch <= 'Z')) && next\_j < 31)

{

next\_buf[next\_j++] = ch;

ch = getc(F);

}

next\_buf[next\_j] = '\0';

if (!strcmp(next\_buf, "while"))

{

temp\_type = End;

strcpy\_s(TempToken.name, buf);

TempToken.type = temp\_type;

TempToken.value = 0;

TempToken.line = line;

TokenTable[NumberOfTokens++] = TempToken;

temp\_type = While;

strcpy\_s(TempToken.name, next\_buf);

TempToken.type = temp\_type;

TempToken.value = 0;

TempToken.line = line;

TokenTable[NumberOfTokens++] = TempToken;

state = Start;

break;

}

else

{

temp\_type = EndBlok;

strcpy\_s(TempToken.name, buf);

TempToken.type = temp\_type;

TempToken.value = 0;

TempToken.line = line;

state = Finish;

for (int k = next\_j - 1; k >= 0; k--)

{

ungetc(next\_buf[k], F);

}

break;

}

}

if (!strcmp(buf, "Mod"))

{

char next\_buf[16];

int next\_j = 0;

while (ch == ' ' || ch == '\t')

{

ch = getc(F);

}

while ((ch >= '0' && ch <= '9') && next\_j < 15)

{

next\_buf[next\_j++] = ch;

ch = getc(F);

}

next\_buf[next\_j] = '\0';

if (!strcmp(next\_buf, "1"))

{

temp\_type = Mod2;

strcpy\_s(TempToken.name, buf);

TempToken.type = temp\_type;

TempToken.value = 0;

TempToken.line = line;

TokenTable[NumberOfTokens++] = TempToken;

temp\_type = Number;

strcpy\_s(TempToken.name, next\_buf);

TempToken.type = temp\_type;

TempToken.value = 0;

TempToken.line = line;

TokenTable[NumberOfTokens++] = TempToken;

state = Start;

break;

}

else if (!strcmp(next\_buf, "2"))

{

temp\_type = Mod1;

strcpy\_s(TempToken.name, buf);

TempToken.type = temp\_type;

TempToken.value = 0;

TempToken.line = line;

TokenTable[NumberOfTokens++] = TempToken;

temp\_type = Number;

strcpy\_s(TempToken.name, next\_buf);

TempToken.type = temp\_type;

TempToken.value = 0;

TempToken.line = line;

TokenTable[NumberOfTokens++] = TempToken;

state = Start;

break;

}

else

{

temp\_type = Mod;

strcpy\_s(TempToken.name, buf);

TempToken.type = temp\_type;

TempToken.value = 0;

TempToken.line = line;

state = Finish;

for (int k = next\_j - 1; k >= 0; k--)

{

ungetc(next\_buf[k], F);

}

break;

}

}

if (!strcmp(buf, "startprogram")) temp\_type = StartProgram;

else if (!strcmp(buf, "startblok")) temp\_type = StartBlok;

else if (!strcmp(buf, "variable")) temp\_type = Variable;

else if (!strcmp(buf, "longint")) temp\_type = Type;

else if (!strcmp(buf, "endblok")) temp\_type = EndBlok;

else if (!strcmp(buf, "read")) temp\_type = Input;

else if (!strcmp(buf, "write")) temp\_type = Output;

else if (!strcmp(buf, "add")) temp\_type = Add;

else if (!strcmp(buf, "sub")) temp\_type = Sub;

else if (!strcmp(buf, "if")) temp\_type = If;

else if (!strcmp(buf, "else")) temp\_type = Else;

else if (!strcmp(buf, "goto")) temp\_type = Goto;

else if (!strcmp(buf, "for")) temp\_type = For;

else if (!strcmp(buf, "to")) temp\_type = To;

else if (!strcmp(buf, "downto")) temp\_type = DownTo;

else if (!strcmp(buf, "do")) temp\_type = Do;

else if (!strcmp(buf, "exit")) temp\_type = Exit;

else if (!strcmp(buf, "while")) temp\_type = While;

else if (!strcmp(buf, "continue")) temp\_type = Continue;

else if (!strcmp(buf, "repeat")) temp\_type = Repeat;

else if (!strcmp(buf, "until")) temp\_type = Until;

if (temp\_type == Unknown && TokenTable[NumberOfTokens - 1].type == Goto)

{

temp\_type = Identifier;

}

else if ((buf[0] >= 'a' && buf[0] <= 'z') && (strlen(buf) == 16))

{

bool valid = true;

for (int i = 1; i < 16; i++)

{

if (!(buf[i] >= 'a' && buf[i] <= 'z') && !(buf[i] >= '0' && buf[i] <= '9'))

{

valid = false;

break;

}

}

if (valid)

{

temp\_type = Identifier;

}

}

strcpy\_s(TempToken.name, buf);

TempToken.type = temp\_type;

TempToken.value = 0;

TempToken.line = line;

if (temp\_type == Unknown)

{

fprintf(errFile, "Lexical Error: line %d, lexem %s is Unknown\n", line, TempToken.name);

}

state = Finish;

break;

}

case Digit:

{

buf[0] = ch;

int j = 1;

ch = getc(F);

while ((ch <= '9' && ch >= '0') && j < 15)

{

buf[j++] = ch;

ch = getc(F);

}

buf[j] = '\0';

strcpy\_s(TempToken.name, buf);

TempToken.type = Number;

TempToken.value = atoi(buf);

TempToken.line = line;

state = Finish;

break;

}

case Separators:

{

if (ch == '\n')

line++;

ch = getc(F);

state = Start;

break;

}

case SComment:

{

ch = getc(F);

if (ch == '#')

state = Comment;

break;

}

case Comment:

{

while (ch != '\n' && ch != EOF)

{

ch = getc(F);

}

if (ch == EOF)

{

state = EndOfFile;

break;

}

state = Start;

break;

}

case Another:

{

switch (ch)

{

case '(':

{

strcpy\_s(TempToken.name, "(");

TempToken.type = LBraket;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case ')':

{

strcpy\_s(TempToken.name, ")");

TempToken.type = RBraket;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case ';':

{

strcpy\_s(TempToken.name, ";");

TempToken.type = Semicolon;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case ',':

{

strcpy\_s(TempToken.name, ",");

TempToken.type = Comma;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case ':':

{

char next = getc(F);

strcpy\_s(TempToken.name, ":");

TempToken.type = Colon;

ungetc(next, F);

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case '-':

{

strcpy\_s(TempToken.name, "-");

TempToken.type = Minus;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case '\*':

{

strcpy\_s(TempToken.name, "\*");

TempToken.type = Mul;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case '/':

{

strcpy\_s(TempToken.name, "/");

TempToken.type = Div;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case '%':

{

strcpy\_s(TempToken.name, "%");

TempToken.type = Mod;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case '&':

{

strcpy\_s(TempToken.name, "&");

TempToken.type = And;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case '|':

{

strcpy\_s(TempToken.name, "|");

TempToken.type = Or;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case '!':

{

strcpy\_s(TempToken.name, "!");

TempToken.type = Not;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case '<':

{

ch = getc(F);

if (ch == '=')

{

ch = getc(F);

if (ch == '=')

{

strcpy\_s(TempToken.name, "<==");

TempToken.type = Assign;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

}

}

else if (ch == '<')

{

strcpy\_s(TempToken.name, "<<");

TempToken.type = Less;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

}

else if (ch == '>')

{

strcpy\_s(TempToken.name, "<>");

TempToken.type = NotEquality;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

}

break;

}

case '>':

{

ch = getc(F);

if (ch == '>')

{

strcpy\_s(TempToken.name, ">>");

TempToken.type = Greate;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

}

case '=':

{

ch = getc(F);

if (ch == '=')

{

strcpy\_s(TempToken.name, "==");

TempToken.type = Equality;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

}

default:

{

TempToken.name[0] = ch;

TempToken.name[1] = '\0';

TempToken.type = Unknown;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

}

}

}

}

}

void PrintTokens(Token TokenTable[], unsigned int TokensNum)

{

char type\_tokens[16];

printf("\n\n---------------------------------------------------------------------------\n");

printf("| TOKEN TABLE |\n");

printf("---------------------------------------------------------------------------\n");

printf("| line number | token | value | token code | type of token |\n");

printf("---------------------------------------------------------------------------");

for (unsigned int i = 0; i < TokensNum; i++)

{

switch (TokenTable[i].type)

{

case StartProgram:

strcpy\_s(type\_tokens, "StartProgram");

break;

case StartBlok:

strcpy\_s(type\_tokens, "StartBlok");

break;

case Variable:

strcpy\_s(type\_tokens, "Variable");

break;

case Type:

strcpy\_s(type\_tokens, "Integer");

break;

case Identifier:

strcpy\_s(type\_tokens, "Identifier");

break;

case EndBlok:

strcpy\_s(type\_tokens, "EndBlok");

break;

case Input:

strcpy\_s(type\_tokens, "Input");

break;

case Output:

strcpy\_s(type\_tokens, "Output");

break;

case If:

strcpy\_s(type\_tokens, "If");

break;

case Else:

strcpy\_s(type\_tokens, "Else");

break;

case Assign:

strcpy\_s(type\_tokens, "Assign");

break;

case Add:

strcpy\_s(type\_tokens, "Add");

break;

case Sub:

strcpy\_s(type\_tokens, "Sub");

break;

case Mul:

strcpy\_s(type\_tokens, "Mul");

break;

case Div:

strcpy\_s(type\_tokens, "Div");

break;

case Mod:

strcpy\_s(type\_tokens, "Mod");

break;

case Equality:

strcpy\_s(type\_tokens, "Equality");

break;

case NotEquality:

strcpy\_s(type\_tokens, "NotEquality");

break;

case Greate:

strcpy\_s(type\_tokens, "Greate");

break;

case Less:

strcpy\_s(type\_tokens, "Less");

break;

case Not:

strcpy\_s(type\_tokens, "Not");

break;

case And:

strcpy\_s(type\_tokens, "And");

break;

case Or:

strcpy\_s(type\_tokens, "Or");

break;

case LBraket:

strcpy\_s(type\_tokens, "LBraket");

break;

case RBraket:

strcpy\_s(type\_tokens, "RBraket");

break;

case Number:

strcpy\_s(type\_tokens, "Number");

break;

case Semicolon:

strcpy\_s(type\_tokens, "Semicolon");

break;

case Comma:

strcpy\_s(type\_tokens, "Comma");

break;

case Goto:

strcpy\_s(type\_tokens, "Goto");

break;

case For:

strcpy\_s(type\_tokens, "For");

break;

case To:

strcpy\_s(type\_tokens, "To");

break;

case DownTo:

strcpy\_s(type\_tokens, "DownTo");

break;

case Do:

strcpy\_s(type\_tokens, "Do");

break;

case While:

strcpy\_s(type\_tokens, "While");

break;

case Exit:

strcpy\_s(type\_tokens, "Exit");

break;

case Continue:

strcpy\_s(type\_tokens, "Continue");

break;

case End:

strcpy\_s(type\_tokens, "End");

break;

case Repeat:

strcpy\_s(type\_tokens, "Repeat");

break;

case Until:

strcpy\_s(type\_tokens, "Until");

break;

case Unknown:

default:

strcpy\_s(type\_tokens, "Unknown");

break;

}

printf("\n|%12d |%16s |%11d |%11d | %-13s |\n",

TokenTable[i].line,

TokenTable[i].name,

TokenTable[i].value,

TokenTable[i].type,

type\_tokens);

printf("---------------------------------------------------------------------------");

}

printf("\n");

}

void PrintTokensToFile(char\* FileName, Token TokenTable[], unsigned int TokensNum)

{

FILE\* F;

if ((fopen\_s(&F, FileName, "wt")) != 0)

{

printf("Error: Can not create file: %s\n", FileName);

return;

}

char type\_tokens[16];

fprintf(F, "---------------------------------------------------------------------------\n");

fprintf(F, "| TOKEN TABLE |\n");

fprintf(F, "---------------------------------------------------------------------------\n");

fprintf(F, "| line number | token | value | token code | type of token |\n");

fprintf(F, "---------------------------------------------------------------------------");

for (unsigned int i = 0; i < TokensNum; i++)

{

switch (TokenTable[i].type)

{

case StartProgram:

strcpy\_s(type\_tokens, "StartProgram");

break;

case StartBlok:

strcpy\_s(type\_tokens, "StartBlok");

break;

case Variable:

strcpy\_s(type\_tokens, "Variable");

break;

case Type:

strcpy\_s(type\_tokens, "Integer");

break;

case Identifier:

strcpy\_s(type\_tokens, "Identifier");

break;

case EndBlok:

strcpy\_s(type\_tokens, "EndBlok");

break;

case Input:

strcpy\_s(type\_tokens, "Input");

break;

case Output:

strcpy\_s(type\_tokens, "Output");

break;

case If:

strcpy\_s(type\_tokens, "If");

break;

case Else:

strcpy\_s(type\_tokens, "Else");

break;

case Assign:

strcpy\_s(type\_tokens, "Assign");

break;

case Add:

strcpy\_s(type\_tokens, "Add");

break;

case Sub:

strcpy\_s(type\_tokens, "Sub");

break;

case Mul:

strcpy\_s(type\_tokens, "Mul");

break;

case Div:

strcpy\_s(type\_tokens, "Div");

break;

case Mod:

strcpy\_s(type\_tokens, "Mod");

break;

case Equality:

strcpy\_s(type\_tokens, "Equality");

break;

case NotEquality:

strcpy\_s(type\_tokens, "NotEquality");

break;

case Greate:

strcpy\_s(type\_tokens, "Greate");

break;

case Less:

strcpy\_s(type\_tokens, "Less");

break;

case Not:

strcpy\_s(type\_tokens, "Not");

break;

case And:

strcpy\_s(type\_tokens, "And");

break;

case Or:

strcpy\_s(type\_tokens, "Or");

break;

case LBraket:

strcpy\_s(type\_tokens, "LBraket");

break;

case RBraket:

strcpy\_s(type\_tokens, "RBraket");

break;

case Number:

strcpy\_s(type\_tokens, "Number");

break;

case Semicolon:

strcpy\_s(type\_tokens, "Semicolon");

break;

case Comma:

strcpy\_s(type\_tokens, "Comma");

break;

case Goto:

strcpy\_s(type\_tokens, "Goto");

break;

case For:

strcpy\_s(type\_tokens, "For");

break;

case To:

strcpy\_s(type\_tokens, "To");

break;

case DownTo:

strcpy\_s(type\_tokens, "DownTo");

break;

case Do:

strcpy\_s(type\_tokens, "Do");

break;

case While:

strcpy\_s(type\_tokens, "While");

break;

case Exit:

strcpy\_s(type\_tokens, "Exit");

break;

case Continue:

strcpy\_s(type\_tokens, "Continue");

break;

case End:

strcpy\_s(type\_tokens, "End");

break;

case Repeat:

strcpy\_s(type\_tokens, "Repeat");

break;

case Until:

strcpy\_s(type\_tokens, "Until");

break;

case Unknown:

default:

strcpy\_s(type\_tokens, "Unknown");

break;

}

fprintf(F, "\n|%12d |%16s |%11d |%11d | %-13s |\n",

TokenTable[i].line,

TokenTable[i].name,

TokenTable[i].value,

TokenTable[i].type,

type\_tokens);

fprintf(F, "---------------------------------------------------------------------------");

}

fclose(F);

}

**main.cpp**

#include <stdio.h>

#include <string.h>

#include <stdlib.h>

#include "translator.h"

// таблиця лексем

Token\* TokenTable;

// кількість лексем

unsigned int TokensNum;

// таблиця ідентифікаторів

Id\* IdTable;

// кількість ідентифікаторів

unsigned int IdNum;

// Function to validate file extension

int hasValidExtension(const char\* fileName, const char\* extension)

{

const char\* dot = strrchr(fileName, '.');

if (!dot || dot == fileName) return 0; // No extension found

return strcmp(dot, extension) == 0;

}

int main(int argc, char\* argv[])

{

// виділення пам'яті під таблицю лексем

TokenTable = new Token[MAX\_TOKENS];

// виділення пам'яті під таблицю ідентифікаторів

IdTable = new Id[MAX\_IDENTIFIER];

char InputFile[32] = "";

FILE\* InFile;

if (argc != 2)

{

printf("Input file name: ");

gets\_s(InputFile);

}

else

{

strcpy\_s(InputFile, argv[1]);

}

// Check if the input file has the correct extension

if (!hasValidExtension(InputFile, ".k09"))

{

printf("Error: Input file has invalid extension.\n");

return 1;

}

if ((fopen\_s(&InFile, InputFile, "rt")) != 0)

{

printf("Error: Cannot open file: %s\n", InputFile);

return 1;

}

char NameFile[32] = "";

int i = 0;

while (InputFile[i] != '.' && InputFile[i] != '\0')

{

NameFile[i] = InputFile[i];

i++;

}

NameFile[i] = '\0';

char TokenFile[32];

strcpy\_s(TokenFile, NameFile);

strcat\_s(TokenFile, ".token");

char ErrFile[32];

strcpy\_s(ErrFile, NameFile);

strcat\_s(ErrFile, "\_errors.txt");

FILE\* errFile;

if (fopen\_s(&errFile, ErrFile, "w") != 0)

{

printf("Error: Cannot open file for writing: %s\n", ErrFile);

return 1;

}

TokensNum = GetTokens(InFile, TokenTable, errFile);

PrintTokensToFile(TokenFile, TokenTable, TokensNum);

fclose(InFile);

printf("\nLexical analysis completed: %d tokens. List of tokens in the file %s\n", TokensNum, TokenFile);

printf("\nList of errors in the file %s\n", ErrFile);

Parser(errFile);

fclose(errFile);

ASTNode\* ASTree = ParserAST();

char AST[32];

strcpy\_s(AST, NameFile);

strcat\_s(AST, ".ast");

Open output file

FILE\* ASTFile;

fopen\_s(&ASTFile, AST, "w");

if (!ASTFile)

{

printf("Failed to open output file.\n");

exit(1);

}

PrintASTToFile(ASTree, 0, ASTFile);

printf("\nAST has been created and written to %s.\n", AST);

char OutputFile[32];

strcpy\_s(OutputFile, NameFile);

strcat\_s(OutputFile, ".c");

FILE\* outFile;

fopen\_s(&outFile, OutputFile, "w");

if (!outFile)

{

printf("Failed to open output file.\n");

exit(1);

}

// генерація вихідного С коду

generateCCode(outFile);

printf("\nC code has been generated and written to %s.\n", OutputFile);

fclose(outFile);

fopen\_s(&outFile, OutputFile, "r");

char ExecutableFile[32];

strcpy\_s(ExecutableFile, NameFile);

strcat\_s(ExecutableFile, ".exe");

compile\_to\_exe(OutputFile, ExecutableFile);

char OutputFileFromAST[32];

strcpy\_s(OutputFileFromAST, NameFile);

strcat\_s(OutputFileFromAST, "\_fromAST.c");

FILE\* outFileFromAST;

fopen\_s(&outFileFromAST, OutputFileFromAST, "w");

if (!outFileFromAST)

{

printf("Failed to open output file.\n");

exit(1);

}

generateCodefromAST(ASTree, outFileFromAST);

printf("\nC code has been generated and written to %s.\n", OutputFileFromAST);

fclose(outFileFromAST);

fopen\_s(&outFileFromAST, OutputFileFromAST, "r");

char ExecutableFileFromAST[32];

strcpy\_s(ExecutableFileFromAST, NameFile);

strcat\_s(ExecutableFileFromAST, "\_fromAST.exe");

compile\_to\_exe(OutputFileFromAST, ExecutableFileFromAST);

// Close the file

\_fcloseall();

destroyTree(ASTree);

delete[] TokenTable;

delete[] IdTable;

return 0;

}

**parser.cpp**

**#include <stdio.h>**

**#include <string.h>**

**#include <stdlib.h>**

**#include "translator.h"**

**#include <iostream>**

**#include <string>**

**// таблиц¤ лексем**

**extern Token\* TokenTable;**

**// к≥льк≥сть лексем**

**extern unsigned int TokensNum;**

**// таблиц¤ ≥дентиф≥катор≥в**

**extern Id\* IdTable;**

**// к≥льк≥сть ≥дентиф≥катор≥в**

**extern unsigned int IdNum;**

**static int pos = 0;**

**// наб≥р функц≥й дл¤ рекурсивного спуску**

**// на кожне правило - окрема функц≥¤**

**void program(FILE\* errFile);**

**void variable\_declaration(FILE\* errFile);**

**void variable\_list(FILE\* errFile);**

**void program\_body(FILE\* errFile);**

**void statement(FILE\* errFile);**

**void assignment(FILE\* errFile);**

**void arithmetic\_expression(FILE\* errFile);**

**void term(FILE\* errFile);**

**void factor(FILE\* errFile);**

**void input(FILE\* errFile);**

**void output(FILE\* errFile);**

**void conditional(FILE\* errFile);**

**void goto\_statement(FILE\* errFile);**

**void label\_statement(FILE\* errFile);**

**void for\_to\_do(FILE\* errFile);**

**void for\_downto\_do(FILE\* errFile);**

**void while\_statement(FILE\* errFile);**

**void repeat\_until(FILE\* errFile);**

**void logical\_expression(FILE\* errFile);**

**void and\_expression(FILE\* errFile);**

**void comparison(FILE\* errFile);**

**void compound\_statement(FILE\* errFile);**

**std::string TokenTypeToString(TypeOfTokens type);**

**unsigned int IdIdentification(Id IdTable[], Token TokenTable[], unsigned int tokenCount, FILE\* errFile);**

**void Parser(FILE\* errFile)**

**{**

**program(errFile);**

**fprintf(errFile, "\nNo errors found.\n");**

**}**

**void match(TypeOfTokens expectedType, FILE\* errFile)**

**{**

**if (TokenTable[pos].type == expectedType)**

**pos++;**

**else**

**{**

**fprintf(errFile, "\nSyntax error in line %d : another type of lexeme was expected.\n", TokenTable[pos].line);**

**fprintf(errFile, "\nSyntax error: type %s\n", TokenTypeToString(TokenTable[pos].type).c\_str());**

**fprintf(errFile, "Expected Type: %s ", TokenTypeToString(expectedType).c\_str());**

**exit(10);**

**}**

**}**

**void program(FILE\* errFile)**

**{**

**match(StartProgram, errFile);**

**match(StartBlok, errFile);**

**match(Variable, errFile);**

**variable\_declaration(errFile);**

**match(Semicolon, errFile);**

**program\_body(errFile);**

**match(EndBlok, errFile);**

**}**

**void variable\_declaration(FILE\* errFile)**

**{**

**if (TokenTable[pos].type == Type)**

**{**

**pos++;**

**variable\_list(errFile);**

**}**

**}**

**void variable\_list(FILE\* errFile)**

**{**

**bool d = 0;**

**bool in = false;**

**bool first = false;**

**int a = 0;**

**for (int i = 0; i < pos; i++) {**

**if (!strcmp(TokenTable[i].name, TokenTable[pos].name)) {**

**printf("Syntax error: Redifinition of variable '%s' at line %d.\n\n", TokenTable[pos].name, TokenTable[pos].line);**

**exit(1);**

**}**

**}**

**for (int i = 0; i <= NumberOfTokens; i++) {**

**if (!strcmp(TokenTable[i].name, TokenTable[pos].name) && TokenTable[i].line != TokenTable[pos].line) {**

**if (a == TokenTable[i].line) {**

**in = false;**

**}**

**else {**

**if (TokenTable[i - 1].type == Input || TokenTable[i + 1].type == Assign) {**

**if (TokenTable[i].line > a && !first) {**

**a = TokenTable[i].line;**

**in = true;**

**}**

**}**

**}**

**first = true;**

**}**

**}**

**if (!in) {**

**printf("Syntax error: Variable is not initializated '%s'.\n\n", TokenTable[pos].name);**

**exit(1);**

**}**

**match(Identifier, errFile);**

**while (TokenTable[pos].type == Comma)**

**{**

**in = false;**

**first = false;**

**a = 0;**

**pos++;**

**for (int i = 0; i < pos; i++) {**

**if (!strcmp(TokenTable[i].name, TokenTable[pos].name)) {**

**printf("Syntax error: Redifinition of variable '%s' at line %d.\n\n", TokenTable[pos].name, TokenTable[pos].line);**

**exit(1);**

**}**

**}**

**for (int i = 0; i <= NumberOfTokens; i++) {**

**if (!strcmp(TokenTable[i].name, TokenTable[pos].name) && TokenTable[i].line != TokenTable[pos].line) {**

**if (a == TokenTable[i].line) {**

**in = false;**

**}**

**else {**

**if (TokenTable[i - 1].type == Input || TokenTable[i + 1].type == Assign) {**

**if (TokenTable[i].line > a && !first) {**

**a = TokenTable[i].line;**

**in = true;**

**}**

**}**

**}**

**first = true;**

**}**

**}**

**if (!in) {**

**printf("Syntax error: Variable is not initializated '%s'.\n\n", TokenTable[pos].name);**

**exit(1);**

**}**

**match(Identifier, errFile);**

**}**

**}**

**void program\_body(FILE\* errFile)**

**{**

**do**

**{**

**statement(errFile);**

**} while (TokenTable[pos].type != EndBlok);**

**}**

**void statement(FILE\* errFile)**

**{**

**switch (TokenTable[pos].type)**

**{**

**case Input: input(errFile); break;**

**case Output: output(errFile); break;**

**case If: conditional(errFile); break;**

**case StartProgram: compound\_statement(errFile); break;**

**case Goto: goto\_statement(errFile); break;**

**case For:**

**{**

**int temp\_pos = pos + 1;**

**while (TokenTable[temp\_pos].type != To && TokenTable[temp\_pos].type != DownTo && temp\_pos < TokensNum)**

**{**

**temp\_pos++;**

**}**

**if (TokenTable[temp\_pos].type == To)**

**{**

**for\_to\_do(errFile);**

**}**

**else if (TokenTable[temp\_pos].type == DownTo)**

**{**

**for\_downto\_do(errFile);**

**}**

**else**

**{**

**printf("Error: Expected 'To' or 'DownTo' after 'For'\n");**

**}**

**break;**

**}**

**case While: while\_statement(errFile); break;**

**case Exit: pos += 2; break;**

**case Continue: pos += 2; break;**

**case Repeat: repeat\_until(errFile); break;**

**default:**

**if (TokenTable[pos + 1].type == Colon)**

**label\_statement(errFile);**

**else**

**assignment(errFile);**

**break;**

**}**

**}**

**void assignment(FILE\* errFile)**

**{**

**match(Identifier, errFile);**

**match(Assign, errFile);**

**arithmetic\_expression(errFile);**

**}**

**void arithmetic\_expression(FILE\* errFile)**

**{**

**term(errFile);**

**while (TokenTable[pos].type == Add || TokenTable[pos].type == Sub)**

**{**

**pos++;**

**term(errFile);**

**}**

**}**

**void term(FILE\* errFile)**

**{**

**factor(errFile);**

**while (TokenTable[pos].type == Mul || TokenTable[pos].type == Div || TokenTable[pos].type == Mod)**

**{**

**pos++;**

**factor(errFile);**

**}**

**}**

**void factor(FILE\* errFile)**

**{**

**if (TokenTable[pos].type == Identifier)**

**{**

**match(Identifier, errFile);**

**}**

**else**

**if (TokenTable[pos].type == Number)**

**{**

**match(Number, errFile);**

**}**

**else**

**if (TokenTable[pos].type == LBraket)**

**{**

**match(LBraket, errFile);**

**arithmetic\_expression(errFile);**

**match(RBraket, errFile);**

**}**

**else**

**{**

**printf("\nSyntax error in line %d : A multiplier was expected.\n", TokenTable[pos].line);**

**exit(11);**

**}**

**}**

**void input(FILE\* errFile)**

**{**

**match(Input, errFile);**

**match(Identifier, errFile);**

**}**

**void output(FILE\* errFile)**

**{**

**match(Output, errFile);**

**if (TokenTable[pos].type == Sub)**

**{**

**pos++;**

**if (TokenTable[pos].type == Number)**

**{**

**match(Number, errFile);**

**}**

**}**

**else**

**{**

**arithmetic\_expression(errFile);**

**}**

**}**

**void conditional(FILE\* errFile)**

**{**

**match(If, errFile);**

**logical\_expression(errFile);**

**while (TokenTable[pos].type != Semicolon)**

**{**

**statement(errFile);**

**}**

**pos += 1;**

**if (TokenTable[pos].type == Else)**

**{**

**match(Else, errFile);**

**do**

**{**

**statement(errFile);**

**} while (TokenTable[pos].type != Semicolon);**

**pos++;**

**}**

**}**

**void goto\_statement(FILE\* errFile)**

**{**

**match(Goto, errFile);**

**bool p = false;**

**bool d = false;**

**for (int n = 0; n <= NumberOfTokens; n++) {**

**if (!strcmp(TokenTable[n].name, TokenTable[pos].name)) {**

**if (TokenTable[n + 1].type == Colon) {**

**p = true;**

**if (d) {**

**printf("Syntax error: Redifinition of label '%s' at line %d.\n\n", TokenTable[pos].name, TokenTable[pos].line);**

**exit(1);**

**}**

**d = true;**

**}**

**else if (TokenTable[n - 1].type != Goto) {**

**printf("Syntax error: Label '%s' used as a varieble and goto label.\n\n", TokenTable[pos].name);**

**exit(1);**

**}**

**}**

**}**

**if (p) {**

**match(Identifier, errFile);**

**}**

**else {**

**printf("Syntax error: Undeclared label '%s' at line %d.\n\n", TokenTable[pos].name, TokenTable[pos].line);**

**exit(1);**

**}**

**}**

**void label\_statement(FILE\* errFile)**

**{**

**match(Identifier, errFile);**

**match(Colon, errFile);**

**}**

**void for\_to\_do(FILE\* errFile)**

**{**

**match(For, errFile);**

**match(Identifier, errFile);**

**match(Assign, errFile);**

**arithmetic\_expression(errFile);**

**match(To, errFile);**

**arithmetic\_expression(errFile);**

**match(Do, errFile);**

**do**

**{**

**statement(errFile);**

**} while (TokenTable[pos].type != Semicolon);**

**match(Semicolon, errFile);**

**}**

**void for\_downto\_do(FILE\* errFile)**

**{**

**match(For, errFile);**

**match(Identifier, errFile);**

**match(Assign, errFile);**

**arithmetic\_expression(errFile);**

**match(DownTo, errFile);**

**arithmetic\_expression(errFile);**

**match(Do, errFile);**

**do**

**{**

**statement(errFile);**

**} while (TokenTable[pos].type != Semicolon);**

**match(Semicolon, errFile);**

**}**

**void while\_statement(FILE\* errFile)**

**{**

**match(While, errFile);**

**logical\_expression(errFile);**

**while (1)**

**{**

**if (TokenTable[pos].type == End)**

**{**

**pos++;**

**match(While, errFile);**

**break;**

**}**

**else**

**{**

**statement(errFile);**

**if (TokenTable[pos].type == Semicolon)**

**{**

**pos++;**

**}**

**}**

**}**

**}**

**void repeat\_until(FILE\* errFile)**

**{**

**match(Repeat, errFile);**

**do**

**{**

**statement(errFile);**

**} while (TokenTable[pos].type != Until);**

**match(Until, errFile);**

**logical\_expression(errFile);**

**/\* while (1) {**

**if (TokenTable[pos].type == Until)**

**{**

**match(Until, errFile);**

**break;**

**}**

**if (TokenTable[pos+1].type == Repeat)**

**{**

**pos++;**

**statement(errFile);**

**}**

**else {**

**statement(errFile);**

**}**

**}**

**logical\_expression(errFile);\*/**

**}**

**void logical\_expression(FILE\* errFile)**

**{**

**and\_expression(errFile);**

**while (TokenTable[pos].type == Or)**

**{**

**pos++;**

**and\_expression(errFile);**

**}**

**}**

**void and\_expression(FILE\* errFile)**

**{**

**comparison(errFile);**

**while (TokenTable[pos].type == And)**

**{**

**pos++;**

**comparison(errFile);**

**}**

**}**

**void comparison(FILE\* errFile)**

**{**

**if (TokenTable[pos].type == Not)**

**{**

**pos++;**

**match(LBraket, errFile);**

**logical\_expression(errFile);**

**match(RBraket, errFile);**

**}**

**else**

**if (TokenTable[pos].type == LBraket)**

**{**

**pos++;**

**logical\_expression(errFile);**

**match(RBraket, errFile);**

**}**

**else**

**{**

**arithmetic\_expression(errFile);**

**if (TokenTable[pos].type == Greate || TokenTable[pos].type == Less ||**

**TokenTable[pos].type == Equality || TokenTable[pos].type == NotEquality ||**

**TokenTable[pos].type == Mod1 || TokenTable[pos].type == Mod2)**

**{**

**pos++;**

**arithmetic\_expression(errFile);**

**}**

**else**

**{**

**printf("\nSyntax error: A comparison operation is expected.\n");**

**exit(12);**

**}**

**}**

**}**

**void compound\_statement(FILE\* errFile)**

**{**

**match(StartProgram, errFile);**

**program\_body(errFile);**

**match(EndBlok, errFile);**

**}**

**unsigned int IdIdentification(Id IdTable[], Token TokenTable[], unsigned int tokenCount, FILE\* errFile)**

**{**

**unsigned int idCount = 0;**

**unsigned int i = 0;**

**while (TokenTable[i++].type != Variable);**

**if (TokenTable[i++].type == Type)**

**{**

**while (TokenTable[i].type != Semicolon)**

**{**

**if (TokenTable[i].type == Identifier)**

**{**

**int yes = 0;**

**for (unsigned int j = 0; j < idCount; j++)**

**{**

**if (!strcmp(TokenTable[i].name, IdTable[j].name))**

**{**

**yes = 1;**

**break;**

**}**

**}**

**if (yes == 1)**

**{**

**printf("\nidentifier \"%s\" is already declared !\n", TokenTable[i].name);**

**return idCount;**

**}**

**if (idCount < MAX\_IDENTIFIER)**

**{**

**strcpy\_s(IdTable[idCount++].name, TokenTable[i++].name);**

**}**

**else**

**{**

**printf("\nToo many identifiers !\n");**

**return idCount;**

**}**

**}**

**else**

**i++;**

**}**

**}**

**for (; i < tokenCount; i++)**

**{**

**if (TokenTable[i].type == Identifier && TokenTable[i + 1].type != Colon)**

**{**

**int yes = 0;**

**for (unsigned int j = 0; j < idCount; j++)**

**{**

**if (!strcmp(TokenTable[i].name, IdTable[j].name))**

**{**

**yes = 1;**

**break;**

**}**

**}**

**if (yes == 0)**

**{**

**if (idCount < MAX\_IDENTIFIER)**

**{**

**strcpy\_s(IdTable[idCount++].name, TokenTable[i].name);**

**}**

**else**

**{**

**printf("\nToo many identifiers!\n");**

**return idCount;**

**}**

**}**

**}**

**}**

**return idCount;**

**}**

**std::string TokenTypeToString(TypeOfTokens type)**

**{**

**switch (type)**

**{**

**case StartProgram: return "StartProgram";**

**case StartBlok: return "StartBlok";**

**case Variable: return "Variable";**

**case Type: return "Type";**

**case EndBlok: return "EndBlok";**

**case Input: return "Input";**

**case Output: return "Output";**

**case If: return "If";**

**case Else: return "Else";**

**case Goto: return "Goto";**

**case Label: return "Label";**

**case For: return "For";**

**case To: return "To";**

**case DownTo: return "DownTo";**

**case Do: return "Do";**

**case While: return "While";**

**case Exit: return "Exit";**

**case Continue: return "Continue";**

**case End: return "End";**

**case Repeat: return "Repeat";**

**case Until: return "Until";**

**case Identifier: return "Identifier";**

**case Number: return "Number";**

**case Assign: return "Assign";**

**case Add: return "Add";**

**case Sub: return "Sub";**

**case Mul: return "Mul";**

**case Div: return "Div";**

**case Mod: return "Mod";**

**case Equality: return "Equality";**

**case NotEquality: return "NotEquality";**

**case Greate: return "Greate";**

**case Less: return "Less";**

**case Not: return "Not";**

**case And: return "And";**

**case Or: return "Or";**

**case LBraket: return "LBraket";**

**case RBraket: return "RBraket";**

**case Semicolon: return "Semicolon";**

**case Colon: return "Colon";**

**case Comma: return "Comma";**

**case Unknown: return "Unknown";**

**default: return "InvalidType";**

**}**

**}**

**Додаток Д**
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